|  |  |
| --- | --- |
| **Id** | 1 |
| Question | What does the following statement mean?   int (\*fp)(char\*) |
| A | pointer to a pointer |
| B | pointer to an array of chars |
| C | pointer to function taking a char\* argument and returns an int |
| D | function taking a char\* argument and returning a pointer to int |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 2 |
| Question | The operator used for dereferencing or indirection is \_\_\_\_ |
| A | \* |
| B | & |
| C | -> |
| D | –>> |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 3 |
| Question | Choose the right option     string\* x, y; |
| A | x is a pointer to a string, y is a string |
| B | y is a pointer to a string, x is a string |
| C | both x and y are pointer to string types |
| D | none of the mentioned |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 4 |
| Question | Which one of the following is not a possible state for a pointer? |
| A | hold the address of the specific object |
| B | point one past the end of an object |
| C | Zero |
| D | point to a byte |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 5 |
| Question | Which of the following is illegal? |
| A | int \*ip; |
| B | string s, \*sp = 0; |
| C | int i; double\* dp = &i; |
| D | int \*pi = 0; |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 6 |
| Question | #include <iostream>  using namespace std;  int main()  {  int a = 5, b = 10, c = 15;  int \*arr[ ] = {&a, &b, &c};  cout <<arr[1];  return 0;  } |
| A | 10 |
| B | 15 |
| C | 20 |
| D | Random number |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 7 |
| Question | The correct statement for a function that takes pointer to a float, a pointer to a pointer to a char and returns a pointer to a pointer to a integer is |
| A | int \*\*fun(float\*\*, char\*\*) |
| B | int \*fun(float\*, char\*) |
| C | int \*\*\*fun(float\*, char\*\*) |
| D | int \*\*\*fun(\*float, \*\*char) |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 8 |
| Question | #include <iostream>  using namespace std;  int main()  {  char arr[20];  int i;  for(i = 0; i < 10; i++)  \*(arr + i) = 65 + i;  \*(arr + i) = '\0';  cout << arr;  return(0);  } |
| A | ABCDEFGHIJ |
| B | AAAAAAAAA |
| C | JJJJJJJJJJJJ |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 9 |
| Question | #include <iostream>  using namespace std;  int main()  {  char \*ptr;  char Str[] = "abcdefg";  ptr = Str;  ptr += 5;  cout << ptr;  return 0;  } |
| A | fg |
| B | cdef |
| C | defg |
| D | abcd |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 10 |
| Question | Which rule will not affect the friend function? |
| A | private and protected members of a class cannot be accessed from outside |
| B | private and protected member can be accessed anywhere |
| C | both a &b |
| D | None |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 11 |
| Question | Which keyword is used to declare the friend function? |
| A | Firend |
| B | friend |
| C | Classfriend |
| D | myfriend |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
|  | 12 |
| Question | #include <iostream>  using namespace std;  class Box  {  double width;  public:  friend void printWidth( Box box );  void setWidth( double wid );  };  void Box::setWidth( double wid )  {  width = wid;  }  void printWidth( Box box )  {  box.width = box.width \* 2;  cout << "Width of box : " << box.width << endl;  }  int main( )  {  Box box;  box.setWidth(10.0);  printWidth( box );  return 0;  } |
| A | 40 |
| B | 5 |
| C | 10 |
| D | 20 |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 13 |
| Question | Pick out the correct statement. |
| A | A friend function may be a member of another class. |
| B | A friend function may not be a member of another class. |
| C | A friend function may or may not be a member of another class. |
| D | None of the mentioned |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 14 |
| Question | Where does keyword ‘friend’ should be placed? |
| A | function declaration |
| B | function definition |
| C | main function |
| D | None |
| Answer | A |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 15 |
| Question | #include <iostream>  using namespace std;  class sample  {  private:  int a, b;  public:  void test()  {  a = 100;  b = 200;  }  friend int compute(sample e1);  };  int compute(sample e1)  {  return int(e1.a + e1.b) - 5;  }  int main()  {  sample e;  e.test();  cout << compute(e);  return 0;  } |
| A | 100 |
| B | 200 |
| C | 300 |
| D | 295 |
| Answer | D |
| Marks | 2 |
| Unit |  |
| **Id** | 16 |
| Question | #include <iostream>  using namespace std;  class base  {  int val1, val2;  public:  int get()  {  val1 = 100;  val2 = 300;  }  friend float mean(base ob);  };  float mean(base ob)  {  return float(ob.val1 + ob.val2) / 2;  }  int main()  {  base obj;  obj.get();  cout << mean(obj);  return 0;  } |
| A | 200 |
| B | 150 |
| C | 100 |
| D | 300 |
| Answer |  |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 17 |
| Question | To which does the function pointer point to? |
| A | Variable |
| B | Constants |
| C | Function |
| D | absolute variables |
| Answer | C |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 18 |
| Question | What we will not do with function pointers? |
| A | allocation of memory |
| B | de-allocation of memory |
| C | both a &b |
| D | None |
| Answer | C |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 19 |
| Question | #include <iostream>  using namespace std;  int add(int first, int second)  {  return first + second + 15;  }  int operation(int first, int second, int (\*functocall)(int, int))  {  return (\*functocall)(first, second);  }  int main()  {  int a;  int (\*plus)(int, int) = add;  a = operation(15, 10, plus);  cout << a;  return 0;  } |
| A | 25 |
| B | 36 |
| C | 40 |
| D | 45 |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 20 |
| Question | #include <iostream>  using namespace std;  void func(int x)  {  cout << x ;  }  int main()  {  void (\*n)(int);  n = &func;  (\*n)( 2 );  n( 2 );  return 0;  } |
| A | 2 |
| B | 21 |
| C | 22 |
| D | 20 |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
|  | 21 |
| Question | #include <iostream>  using namespace std;  int n(char, int);  int (\*p) (char, int) = n;  int main()  {  (\*p)('d', 9);  p(10, 9);  return 0;  }  int n(char c, int i)  {  cout << c << i;  return 0;  } |
| A | d9      9 |
| B | d9d9 |
| C | d9 |
| D | Compile time error |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 22 |
| Question | #include <iostream>  using namespace std;  int func (int a, int b)  {  cout << a;  cout << b;  return 0;  }  int main(void)  {  int(\*ptr)(char, int);  ptr = func;  func(2, 3);  ptr(2, 3);  return 0;  } |
| A | 2323 |
| B | 232 |
| C | 23 |
| D | Compile time error |
| Answer | D |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 23 |
| Question | What are the mandatory part to present in function pointers? |
| A | & |
| B | return values |
| C | Data types |
| D | None |
| Answer | C |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 24 |
| Question | What is meaning of following declaration?  int(\*ptr[5])(); |
| A | ptr is pointer to function. |
| B | ptr is array of pointer to function. |
| C | ptr is pointer to such function which return type is array. |
| D | ptr is pointer to array of function. |
| Answer | B |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 25 |
| Question | What is size of generic pointer in c? |
| A | 0 |
| B | 1 |
| C | 2 |
| D | Null |
| Answer | C |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 26 |
| Question | Void pointer can point to which type of objects? |
| A | Int |
| B | Float |
| C | Double |
| D | All |
| Answer | D |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 27 |
| Question | What does the following statement mean?       int (\*fp)(char\*) |
| A | pointer to a pointer |
| B | pointer to an array of chars |
| C | pointer to function taking a char\* argument and returns an int |
| D | function taking a char\* argument and returning a pointer to int |
| Answer | C |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 28 |
| Question | What is size of generic pointer in C++ (in 32-bit platform) ? |
| A | 2 |
| B | 4 |
| C | 8 |
| D | 0 |
| Answer | B |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 29 |
| Question | #include <iostream>  using namespace std;  int main()  {  int a[2][4] = {3, 6, 9, 12, 15, 18, 21, 24};  cout << \*(a[1] + 2) << \*(\*(a + 1) + 2) << 2[1[a]];  return 0;  } |
| A | 15 18 21 |
| B | 21 21 21 |
| C | 24 24 24 |
| D | Compile time error |
| Answer | B |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 30 |
| Question | #include <iostream>  using namespace std;  int main()  {  int i;  char \*arr[] = {"C", "C++", "Java", "VBA"};  char \*(\*ptr)[4] = &arr;  cout << ++(\*ptr)[2];  return 0;  } |
| A | ava |
| B | java |
| C | c++ |
| D | Compile time error |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 31 |
| Question | #include <iostream>  using namespace std;  int main()  {  int arr[] = {4, 5, 6, 7};  int \*p = (arr + 1);  cout << \*p;  return 0;  } |
| A | 4 |
| B | 5 |
| C | 6 |
| D | 7 |
| Answer | B |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 32 |
| Question | #include <iostream>  using namespace std;  int main()  {  int arr[] = {4, 5, 6, 7};  int \*p = (arr + 1);  cout << arr;  return 0;  } |
| A | 4 |
| B | 5 |
| C | Address of arr |
| D | 7 |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 33 |
| Question | #include <iostream>  using namespace std;  int main ()  {  int numbers[5];  int \* p;  p = numbers; \*p = 10;  p++; \*p = 20;  p = &numbers[2]; \*p = 30;  p = numbers + 3; \*p = 40;  p = numbers; \*(p + 4) = 50;  for (int n = 0; n < 5; n++)  cout << numbers[n] << ",";  return 0;  } |
| A | 10,20,30,40,50, |
| B | 1020304050 |
| C | Compile time error |
| D | Runtime error |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 34 |
| Question | #include <iostream>  using namespace std;  int main()  {  int arr[] = {4, 5, 6, 7};  int \*p = (arr + 1);  cout << \*arr + 9;  return 0;  } |
| A | 12 |
| B | 5 |
| C | 13 |
| D | Error |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 35 |
| Question | A void pointer cannot point to which of these? |
| A | methods in c++ |
| B | class member in c++ |
| C | all of the mentioned |
| D | None |
| Answer | D |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 36 |
| Question | #include <iostream>  using namespace std;  int func(void \*Ptr);  int main()  {  char \*Str = "abcdefghij";  func(Str);  return 0;  }  int func(void \*Ptr)  {  cout << Ptr;  return 0;  } |
| A | abcdefghij |
| B | address of string “abcdefghij” |
| C | Compile time |
| D | Run time error |
| Answer | B |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 37 |
| Question | #include <iostream>  using namespace std;  int main()  {  int \*p;  void \*vp;  if (vp == p);  cout << "equal";  return 0;  } |
| A | Equal |
| B | No output |
| C | Compile time error |
| D | Run time error |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 38 |
| Question | #include <iostream>  using namespace std;  int main()  {  int n = 5;  void \*p = &n;  int \*pi = static\_cast<int\*>(p);  cout << \*pi << endl;  return 0;  } |
| A | 5 |
| B | 6 |
| C | Compile time error |
| D | Run time error |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 39 |
| Question | #include <iostream>  using namespace std;  int main()  {  int a = 5, c;  void \*p = &a;  double b = 3.14;  p = &b;  c = a + b;  cout << c << '\n' << p;  return 0;  } |
| A | 8, memory address |
| B | 8.14 |
| C | memory address |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 40 |
| Question | What we can’t do on a void pointer? |
| A | pointer arithemetic |
| B | pointer functions |
| C | Both |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 41 |
| Question | Which value we cannot assign to reference? |
| A | Integer |
| B | Floating |
| C | Unsigned |
| D | Null |
| Answer | D |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 42 |
| Question | #include <iostream>  using namespace std;  int main()  {  int a = 9;  int & aref = a;  a++;  cout << "The value of a is " << aref;  return 0;  } |
| A | 9 |
| B | 10 |
| C | 11 |
| D | Error |
| Answer | B |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 43 |
| Question | #include <iostream>  using namespace std;  void print (char \* a)  {  cout << a << endl;  }  int main ()  {  const char \* a = "Hello world";  print(const\_cast<char \*> (a) );  return 0;  } |
| A | Hello world |
| B | Hello |
| C | World |
| D | Compile time error |
| Answer | A |
| Marks | 2 |

|  |  |
| --- | --- |
| **Id** | 44 |
| Question | Identify the correct sentence regarding inequality between reference and pointer. |
| A | we can not create the array of reference. |
| B | we can create the Array of reference. |
| C | we can use reference to reference. |
| D | None |
| Answer | A |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 45 |
| Question | Which is used to tell the computer that where a pointer is pointing to? |
| A | Dereference |
| B | Reference |
| C | heap operations |
| D | None |
| Answer | A |
| Marks | 1 |
| Unit |  |

|  |  |
| --- | --- |
| Question | #include <iostream>  using namespace std;  int main()  {  int x;  int \*p;  x = 5;  p = &x;  cout << \*p;  return 0;  } |
| A | 5 |
| B | 10 |
| C | Memory address |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 47 |
| Question | #include <iostream>  using namespace std;  int main()  {  int x = 9;  int\* p = &x;  cout << sizeof(p);  return 0;  } |
| A | 4 |
| B | 2 |
| C | Depends on compiler |
| D | None |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 48 |
| Question | #include <iostream>  using namespace std;  int main()  {  double arr[] = {5.0, 6.0, 7.0, 8.0};  double \*p = (arr+2);  cout << \*p << endl;  cout << arr << endl;  cout << \*(arr+3) << endl;  cout << \*(arr) << endl;  cout << \*arr+9 << endl;  return 0;  } |
| A | 7     0xbf99fc98     8     5     14 |
| B | 7     8     0xbf99fc98     5     14 |
| C | 0xbf99fc98 |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 49 |
| Question | What does the dereference operator will return? |
| A | rvalue equivalent to the value at the pointer address. |
| B | lvalue equivalent to the value at the pointer address. |
| C | it will return nothing |
| D | None |
| Answer | B |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 50 |
| Question | Which operator is used in pointer to member function? |
| A | .\* |
| B | ->\* |
| C | Both a &b |
| D | None |
| Answer | C |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 51 |
| Question | #include <iostream>  using namespace std;  class Foo  {  public:  Foo(int i = 0){ \_i = i;}  void f()  {  cout << "Executed"<<endl;  }  private:  int \_i;  };  int main()  {  Foo \*p = 0;  p -> f();  } |
| A | Executed |
| B | Error |
| C | Run time error |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 52 |
| Question | Which is the best design choice for using pointer to member function? |
| A | Interface |
| B | Class |
| C | Structure |
| D | None |
| Answer | A |
| Marks | 2 |
| Unit |  |

|  |  |
| --- | --- |
| **Id** | 53 |
| Question | Virtual functions allow you to |
| A | create an array of type pointer-to-base class that can hold pointers to derived classes. |
| B | create functions that can never be accessed. |
| C | group objects of different classes so they can all be accessed by the same function code. |
| D | use the same function call to execute member functions of objects from different classes. |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 54 |
| Question | A pointer to a base class can point to objects of a derived class. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 55 |
| Question | A pure virtual function is a virtual function that |
| A | causes its class to be abstract. |
| B | returns nothing. |
| C | is used in a base class. |
| D | A and C |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 56 |
| Question | An abstract class is useful when |
| A | no classes should be derived from it. |
| B | there are multiple paths from one derived class to another. |
| C | no objects should be instantiated from it. |
| D | you want to defer the declaration of the class. |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 57 |
| Question | A **friend**function can access a class’s private data without being a member of the class. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 58 |
| Question | A **friend** function can be used to |
| A | mediate arguments between classes. |
| B | increase the versatility of an overloaded operator. |
| C | allow access to an unrelated class. |
| D | B and C |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 59 |
| Question | The keyword **friend** appears in |
| A | the class allowing access to another class. |
| B | the private section of a class. |
| C | the public section of a class. |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 60 |
| Question | A static function |
| A | should be called when an object is destroyed. |
| B | is closely connected to an individual object of a class. |
| C | can be called using the class name and function name. |
| D | is used when a dummy object must be created. |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 61 |
| Question | An assignment operator might be overloaded to |
| A | help keep track of the number of identical objects. |
| B | assign a separate ID number to each object. |
| C | signal when assignment takes place. |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 62 |
| Question | The user must always define the operation of the copy constructor. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 63 |
| Question | The operation of the assignment operator and that of the copy constructor are |
| A | similar, except that the copy constructor creates a new object. |
| B | different, except that they both copy member data. |
| C | different, except that they both create a new object. |
| D | A and B |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 64 |
| Question | A copy constructor could be defined to copy only part of an object’s data. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | III |
|  |  |

|  |  |
| --- | --- |
| Id | 65 |
| Question | The lifetime of a variable that is |
| A | local to a member function coincides with the lifetime of the function. |
| B | global coincides with the lifetime of a class. |
| C | nonstatic member data of an object coincides with the lifetime of the object. |
| D | A and C |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 66 |
| Question | There is no problem with returning the value of a variable defined as local within a member function so long as it is returned by value. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 67 |
| Question | A copy constructor is invoked when |
| A | a function returns by value. |
| B | an argument is passed by value. |
| C | A and B |
| D | an argument is passed by reference. |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 68 |
| Question | What does the **this**pointer point to? |
| A | Data member of the class |
| B | the object of which the function using it is a member |
| C | Member function |
| D | Base class |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 69 |
| Question | A pointer is |
| A | the address of a variable. |
| B | an indication of the variable to be accessed next. |
| C | a variable for storing addresses. |
| D | the data type of an address variable. |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 70 |
| Question | The expression **\*test**can be said to |
| A | refer to the contents of test. |
| B | dereference test. |
| C | refer to the value of the variable pointed to by test. |
| D | All of the above |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 71 |
| Question | A pointer to void can hold pointers to \_\_\_\_\_\_\_\_\_\_ |
| A | int |
| B | float |
| C | char |
| D | Any data type |
| Answer | D |
| Marks | 1 |

|  |  |
| --- | --- |
| **Id** | 72 |
| Question | The type of variable a pointer points to must be part of the pointer’s definition so that |
| A | data types don’t get mixed up when arithmetic is performed on them. |
| B | pointers can be added to one another to access structure members. |
| C | the compiler can perform arithmetic correctly to access array elements. |
| D | A and C |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 73 |
| Question | The first element in a string is |
| A | the name of the string. |
| B | the first character in the string. |
| C | the length of the string. |
| D | the name of the array holding the string. |
| Answer | b |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 74 |
| Question | The **new**operator |
| A | returns a pointer to a variable. |
| B | creates a variable called new. |
| C | obtains memory for a new variable. |
| D | A and C |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 75 |
| Question | Definition for an array **arr**of 8 pointers that point to variables of type **float**is |
| A | \*float arr[8] |
| B | float\* arr[8]; |
| C | float pointer[8] |
| D | int \*ary[8] |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 76 |
| Question | The **delete** operator returns \_\_\_\_\_\_\_\_\_\_\_\_ to the operating system. |
| A | Memory that is no longer needed |
| B | Pointer |
| C | Object |
| D | Class |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 77 |
| Question | In a linked list |
| A | each link contains a pointer to the next link. |
| B | each link contains data or a pointer to data. |
| C | the links are stored in an array. |
| D | A and B |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 78 |
| Question | If you wanted to sort many large objects or structures, it would be most efficient to |
| A | place them in an array and sort the array. |
| B | place pointers to them in an array and sort the array. |
| C | place them in a linked list and sort the linked list. |
| D | place references to them in an array and sort the array. |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 79 |
| Question | The contents of two pointers that point to adjacent variables of type **float**differ by \_\_\_\_\_ |
| A | 1 byte |
| B | 2 bytes |
| C | 3 bytes |
| D | 4 bytes |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 80 |
| Question | Which of the following is true about virtual functions in C++. |
| A | Virtual functions are functions that can be overridden in derived class with the same signature. |
| B | Virtual functions enable run-time polymorphism in a inheritance hierarchy. |
| C | If a function is 'virtual'in the base class, the most-derived class's implementation of the function is called according to the actual type of the object referred to, regardless of the declared type of the pointer or reference. In non-virtual functions, the functions are called according to the type of reference or pointer |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 81 |
| Question | Predict the output of following C++ program.  #include<iostream>  using namespace std;  class Base {  public:  Base() { cout<<"Constructor: Base"<<endl; }  virtual ~Base() { cout<<"Destructor : Base"<<endl; }  };  class Derived: public Base {  public:  Derived() { cout<<"Constructor: Derived"<<endl; }  ~Derived() { cout<<"Destructor : Derived"<<endl; }  };  int main() {  Base \*Var = new Derived();  delete Var;  return 0;  } |
| A | Constructor: Base  Constructor: Derived  Destructor : Derived  Destructor : Base |
| B | Constructor: Base  Constructor: Derived  Destructor : Base |
| C | Constructor: Base  Constructor: Derived  Destructor : Derived |
| D | Constructor: Derived  Destructor : Derived |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 82 |
| Question | Predict the output of following C++ program. Assume that there is no alignment and a typical implementation of virtual functions is done by the compiler.  #include <iostream>  using namespace std;    class A  {  public:  virtual void fun();  };    class B  {  public:  void fun();  };    int main()  {  int a = sizeof(A), b = sizeof(B);  if (a == b) cout <<"a == b";  else if (a >b) cout <<"a >b";  else cout <<"a <b";  return 0;  } |
| A | a>b |
| B | a==b |
| C | a<b |
| D | Compiler error |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 83 |
| Question | Which of the following is FALSE about references in C++ |
| A | A reference must be initialized when declared |
| B | Once a reference is created, it cannot be later made to reference another object; it cannot be reset |
| C | References cannot be NULL |
| D | References cannot refer to constant value |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 84 |
| Question | #include <iostream>  using namespace std;    class A  {  public:  virtual void fun() { cout <<"A::fun() "; }  };    class B: public A  {  public:  void fun() { cout <<"B::fun() "; }  };    class C: public B  {  public:  void fun() { cout <<"C::fun() "; }  };    int main()  {  B \*bp = new C;  bp->fun();  return 0;  }  Which function will be called by statements bp->fun();? |
| A | A::fun() |
| B | B::fun() |
| C | C::fun() |
| D | Compiler error |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 85 |
| Question | Which of the followings is/are automatically added to every class, if we do not write our own. |
| A | Copy Constructor |
| B | Assignment Operator |
| C | A constructor without any parameter |
| D | All of the above |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 85 |
| Question | What is the output of following program?  #include<iostream>  using namespace std;  class Point {  Point() { cout <<"Constructor called"; }  };    int main()  {  Point t1;  return 0;  } |
| A | Compiler Error |
| B | Runtime Error |
| C | Constructor called |
| D | Segmentation Fault |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 86 |
| Question | What will be the output of following program?  #include <iostream>  using namespace std;    class Test  {  public:  Test() { cout <<"Hello from Test() "; }  } a;    int main()  {  cout <<"Main Started ";  return 0;  } |
| A | Main Started |
| B | Main Started Hello from Test() |
| C | Hello from Test() Main Started |
| D | Compiler Error: Global objects are not allowed |
| Answer | C |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 87 |
| Question | Which rule will not affect the friend function |
| A | private &protected members of a class cannot be accessed from outside |
| B | private &protected member can be accessed anywhere |
| C | both a &b |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 88 |
| Question | which keyword is used to declare the friend function |
| A | Friend |
| B | Class Friend |
| C | My friend |
| D | all above |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 89 |
| Question | what is syntax of friend function? |
| A | Friend class1 Class2; |
| B | Friend class; |
| C | Friend class |
| D | none of these |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 90 |
| Question | what is output of the program?  #include<iostream>  using namespace std;  class Box  {  double width;  public:  friend void printWidth(Box box);  void setWidth(double wid);  };  void Box::setWidth(double wid)  {  width-=wid;  }  void printWidth(Box box)  {  box.width=box.width\*2;  cout<<"Width of box :"<<box.width<<endl;  }  int main()  {  Box box;  box.setWidth(10.0);  printWidth(box);  return 0;  } |
| A | 40 |
| B | 5 |
| C | 10 |
| D | 20 |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 91 |
| Question | pick out the correct statement. |
| A | A friend function may be member of another class |
| B | A friend function may not be member of another class |
| C | A friend function may or may not be member of another class |
| D | none of these |
| Answer | C |

|  |  |
| --- | --- |
| **Id** | 92 |
| Question | Where does keyword 'friend' should be placed? |
| A | Function declaration |
| B | Function definition |
| C | Main function |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 94 |
| Question | Which of the following type of class allows only one object of it to be created? |
| A | Virtual class |
| B | Abstract class |
| C | Singleton class |
| D | Friend class |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 95 |
| Question | Which of the following is not type of constructor? |
| A | Copy constructor |
| B | Friend constructor |
| C | Default constructor |
| D | Parameterized constructor |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 96 |
| Question | Which of the following statement is correct? |
| A | Base class pointer cannot point to derived class |
| B | Derived class pointer cannot point to base class |
| C | Pointer to derived class cannot be created |
| D | Pointer to base class cannot be created |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 97 |
| Question | Which of the following is not the member of class? |
| A | Static function |
| B | Friend function |
| C | Const function |
| D | Virtual function |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 98 |
| Question | Which of the following is not member of class? |
| A | Data hiding |
| B | Dynamic Typing |
| C | Dynamic binding |
| D | Dynamic loading |
| Answer | C |
| Marks | 1 |

|  |  |
| --- | --- |
| **Id** | 99 |
| Question | The operator used for dereferencing or indirection is\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| A | \* |
| B | & |
| C | -> |
| D | ->> |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 100 |
| Question | Choose the right option  string\* x, y |
| A | x is pointer to string, y is a string |
| B | y is pointer to string , x is a string |
| C | both x &y are pointer to string types |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 101 |
| Question | Which one of the following is not a possible state for a pointer? |
| A | hold the address of specific object |
| B | point one past the end of an object |
| C | Zero |
| D | point to tye |
| Answer | D |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 102 |
| Question | Which of the following is illegal? |
| A | int \*ip; |
| B | string s, \*sp=0; |
| C | int i;double \*dp=&i; |
| D | int \*pi=0; |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 103 |
| Question | what will happen in the code?  int a=100,b=200;  int \*p=&a, \*q=&b;  p=q; |
| A | b is assigned to a |
| B | p now points to b |
| C | a is assigned to b |
| D | q now points to a |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 104 |
| Question | what is output of this program?  #include<iostream>  using namespace std;  int main()  {  int a=5, b=10, c=15;  int \*arr[]= {&a, &b, &c};  cout<<arr[1];  return 0;  } |
| A | 5 |
| B | 10 |
| C | 15 |
| D | it will return some random number |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Question | The correct statement for a function that takes pointer to a float , a pointer to a ponter to a char &return a pointer to a integer is |
| A | int\*\*fun(float\*\*, char\*\*) |
| B | int \*fun(float\*, char\*) |
| C | int \*\*\*fun(float\*, char\*\*) |
| D | int \*\*\*fun(\*float, \*\*char) |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 106 |
| Question | What is size of generic pointer in C++(in 32-bit platform)? |
| A | 2 |
| B | 4 |
| C | 8 |
| D | 0 |
| Answer | B |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 107 |
| Question | What is the output of this program?  #include<iostream>  using namespace std;  int main()  {  int a[2][4]={3,6,9,12,15,18,21,24};  cout<<\*(a[1] + 2)<<\*(\*(a+1)+2)<<2[1[a]];  return 0;  } |
| A | 15 18 21 |
| B | 21 21 21 |
| C | 24 24 24 |
| D | compile time error |
| Answer | B |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 108 |
| Question | Void pointer can point to which type of objects? |
| A | Int |
| B | Float |
| C | Double |
| D | all of above |
| Answer | D |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 109 |
| Question | When does the void pointer can be dereferenced? |
| A | when it doesn't point to any value |
| B | when it cast to another type of object |
| C | using delete keyword |
| D | none of above |
| Answer | B |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 110 |
| Question | The pointer can point to any variable that is not declared with which of these? |
| A | Const |
| B | Volatile |
| C | both a &b |
| D | Static |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 111 |
| Question | A void pointer can not point to which of these? |
| A | methods in C++ |
| B | class member in c++ |
| C | both a &b |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 112 |
| Question | what we can’t do on void pointer? |
| A | pointer arithmetic |
| B | pointer functions |
| C | both a &b |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 113 |
| Question | To which does the function pointer point to? |
| A | Variable |
| B | Constants |
| C | Function |
| D | absolute variables |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 114 |
| Question | What we will not do with function pointers? |
| A | Allocation of memory |
| B | De-allocation of memory |
| C | both a &b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 115 |
| Question | Which of the following can be passed in function pointers? |
| A | Variables |
| B | data types |
| C | Functions |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 116 |
| Question | Which operators are used in free store? |
| A | New |
| B | Delete |
| C | both a &b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 117 |
| Question | What type of class member is operator new? |
| A | Static |
| B | Dynamic |
| C | Const |
| D | Smart |
| Answer | A |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 118 |
| Question | linked lists are not suitable to for the implementation of\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| A | insertion sort |
| B | radix sort |
| C | polynomial manipulation |
| D | binary search |
| Answer | D |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 119 |
| Question | Run time polymorphism can be achieved with\_\_\_\_\_\_\_\_\_\_\_\_ |
| A | virtual base class |
| B | container class |
| C | virtual function |
| D | a &c |
| Answer | C |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 120 |
| Question | When a virtual function is redefine by the derived class, it is called\_\_\_\_\_\_ |
| A | Overloading |
| B | Overriding |
| C | Rewriting |
| D | all of the above |
| Answer | A |
| Marks | 1 |
| Unit | 3 |

|  |  |
| --- | --- |
| **Id** | 121 |
| Question | An abstract class is useful when |
| A | no classes should be derived from it. |
| B | there are multiple paths from one derived class to another. |
| C | no objects should be instantiated from it. |
| D | you want to defer the declaration of the class. |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 122 |
| Question | Use of virtual functions implies |
| A | Overloading |
| B | Overriding |
| C | Static binding |
| D | Dynamic binding |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 123 |
| Question | Which of the following type casts will convert an Integer variable named amount to a Double type? |
| A | (double) amount |
| B | |  |  | | --- | --- | |  | ( int to double) amount | |
| C | |  |  | | --- | --- | |  | int to double(amount) | |
| D | int (amount) to double |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 124 |
| Question | Pure virtual functions |
| A | Have to be redefined in the inherited class |
| B | Cannot have public access specification |
| C | Are mandatory for a virtual class |
| D | None of the above |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 125 |
| Question | A friend function to a class, C cannot access |
| A | Private data members and member functions |
| B | Public data members and member functions |
| C | Protected data members and member functions |
| D | The data members of the derived class of C |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 126 |
| Question | The function whose prototype is void getData(Item \*thing); receives |
| A | |  |  | | --- | --- | |  | a pointer to a structure | |
| B | a reference to a structure |
| C | a copy of a structure |
| D | None |
| Answer | A |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 127 |
| Question | The keyword friend does not appear in |
| A | The class allowing access to another class |
| B | The class desiring access to another class |
| C | The private section of a class |
| D | The public section of a class |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 128 |
| Question | What is the output of the following code char symbol[3]={‘a’,‘b’,‘c’}; for (int index=0; index<3; index++) cout <<symbol [index]; |
| A | a b c |
| B | “abc” |
| C | abc |
| D | ‘abc’ |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 129 |
| Question | Predict output of the following program  #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() { cout<<" In Base \n"; }  };    class Derived: public Base  {  public:      void show() { cout<<"In Derived \n"; }  };    int main(void)  {      Base \*bp = new Derived;      bp->show();        Base &br = \*bp;      br.show();        return 0;  } |
| A | In Base  In Base |
| B | In Base  In Derived |
| C | In Derived  In Derived |
| D | In Derived  In Base |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 130 |
| Question | Output of following program   |  | | --- | | #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() { cout<<" In Base \n"; }  };    class Derived: public Base  {  public:      void show() { cout<<"In Derived \n"; }  };    int main(void)  {      Base \*bp, b;      Derived d;      bp = &d;      bp->show();      bp = &b;      bp->show();      return 0;  } | |
| A | In Base  In Base |
| B | In Base  In Derived |
| C | In Derived  In Derived |
| D | In Derived  In Base |
| Answer | D |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 131 |
| Question | Which of the following is true about pure virtual functions?  1) Their implementation is not known in a class where they are declared.  2) If a class has a pure virtual function, then the class becomes abstract class and an instance of this class cannot be created. |
| A | Only 1 |
| B | Only 2 |
| C | Both |
| D | None |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 132 |
| Question | #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() = 0;  };    int main(void)  {      Base b;      Base \*bp;      return 0;  } |
| A | There are compiler errors in lines "Base b;" and "Base bp;" |
| B | There is compiler error in line "Base b;" |
| C | There is compiler error in line "Base bp;" |
| D | No compilation error |
| Answer | B |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 133 |
| Question | Predict the output of following program.   |  | | --- | | #include<iostream>  using namespace std;  class Base  {  public:      virtual void show() = 0;  };    class Derived : public Base { };    int main(void)  {      Derived q;      return 0;  } | |
| A | Compiler Error: there cannot be an empty derived class |
| B | Compiler Error: Derived is abstract |
| C | No compiler Error |
| D | None |
| Answer | B |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 134 |
| Question | #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() = 0;  };    class Derived: public Base  {  public:      void show() { cout<<"In Derived \n"; }  };    int main(void)  {      Derived d;      Base &br = d;      br.show();      return 0;  } |
| A | Compiler Error in line "Base &br = d;" |
| B | Empty output |
| C | In derived |
| D | None |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 135 |
| Question | Can a constructor be virtual? Will the following program compile?   |  | | --- | | #include <iostream>  using namespace std;  class Base {  public:    virtual Base() {}  };  int main() {     return 0;  } | |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | B |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 136 |
| Question | Can a destructor be virtual? Will the following program compile?   |  | | --- | | #include <iostream>  using namespace std;  class Base {  public:    virtual ~Base() {}  };  int main() {     return 0;  } | |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 137 |
| Question | Predict the output  #include<iostream>  using namespace std;  class Base  {  public:      Base()    { cout<<"Constructor: Base"<<endl; }      virtual ~Base()   { cout<<"Destructor : Base"<<endl; }  };  class Derived: public Base {  public:      Derived()   { cout<<"Constructor: Derived"<<endl; }      ~Derived()  { cout<<"Destructor : Derived"<<endl; }  };  int main()  {      Base \*Var = new Derived();      delete Var;      return 0;  } |
| A | Constructor: Base  Constructor: Derived  Destructor : Derived  Destructor : Base |
| B | Constructor: Base  Constructor: Derived  Destructor : Base |
| C | Constructor: Base  Constructor: Derived  Destructor : Derived |
| D | Constructor: Derived  Destructor : Derived |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 138 |
| Question | Can static functions be virtual? Will the following program compile?   |  | | --- | | #include<iostream>  using namespace std;    class Test  {     public:        virtual static void fun()  { }  }; | |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | B |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 139 |
| Question | Predict the output of following C++ program. Assume that there is no alignment and a typical implementation of virtual functions is done by the compiler.   |  | | --- | | #include <iostream>  using namespace std;    class A  {  public:      virtual void fun();  };    class B  {  public:     void fun();  };    int main()  {      int a = sizeof(A), b = sizeof(B);      if (a == b) cout <<"a == b";      else if (a >b) cout <<"a >b";      else cout <<"a <b";      return 0;  } | |
| A | a>b |
| B | a==b |
| C | a<b |
| D | Compile time error |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 140 |
| Question | #include <iostream>  using namespace std;    class A  {  public:      virtual void fun() { cout <<"A::fun() "; }  };    class B: public A  {  public:     void fun() { cout <<"B::fun() "; }  };    class C: public B  {  public:     void fun() { cout <<"C::fun() "; }  };    int main()  {      B \*bp = new C;      bp->fun();      return 0;  } |
| A | a::fun() |
| B | b::fun() |
| C | c::fun() |
| D | None |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 141 |
| Question | Predict the output of following C++ program   |  | | --- | | #include<iostream>  using namespace std;    class Base  {  public:      virtual void show() { cout<<" In Base \n"; }  };    class Derived: public Base  {  public:      void show() { cout<<"In Derived \n"; }  };    int main(void)  {      Base \*bp = new Derived;      bp->Base::show();  // Note the use of scope resolution here      return 0;  } | |
| A | In Base |
| B | In derived |
| C | Compile time error |
| D | Runtime error |
| Answer | A |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 142 |
| Question | Which of the following is true about this pointer? |
| A | It is passed as a hidden argument to all function calls |
| B | It is passed as a hidden argument to all non-static function calls |
| C | It is passed as a hidden argument to all static functions |
| D | None |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 143 |
| Question | What is the use of this pointer? |
| A | When local variable’s name is same as member’s name, we can access member using this pointer. |
| B | To return reference to the calling object |
| C | Can be used for chained function calls on an object |
| D | All |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 144 |
| Question | Predict the output of following C++ program.   |  | | --- | | #include<iostream>  using namespace std;    class Test  {  private:    int x;  public:    Test(int x = 0) { this->x = x; }    void change(Test \*t) { this = t; }    void print() { cout <<"x = " <<x <<endl; }  };    int main()  {    Test obj(5);    Test \*ptr = new Test (10);    obj.change(ptr);    obj.print();    return 0;  } | |
| A | X=5 |
| B | X=10 |
| C | Compile time error |
| D | Run time error |
| Answer | C |
| Marks | 2 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 145 |
| Question | A static data member is given a value |
| A | Within the class definition |
| B | |  |  | | --- | --- | |  | Outside the class definition | |
| C | When the program is exeuted |
| D | Never |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| Id | 146 |
| Question | A function call mechanism that passes arguments to a function by passing a copy of the values of the arguments is \_\_\_\_\_\_\_\_\_\_ |
| A | Call by name |
| B | Call by value |
| C | Call by reference |
| D | Call by value result |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 147 |
| Question | A ……………. takes a reference to an object of the same class as itself as an argument. |
| A | Reference constructor |
| B | Copy Constructor |
| C | Self Constructor |
| D | None of the above |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 148 |
| Question | Automatic initialization of object is carried out using a special member function called |
| A | Friend |
| B | Casting |
| C | Reference Parameter |
| D | Constructor |
| Answer | D |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 149 |
| Question | Which of the following condition is true for an object used as a function argument?  i) A copy of the entire objects is passed to the function.  ii) Only the address of the object is transferred to the function. |
| A | Only i |
| B | Only ii |
| C | Both I &ii |
| D | None |
| Answer | C |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 150 |
| Question | Which of the following parameter passing mechanism is/are supported by C++ not C |
| A | Pass by value |
| B | Pass by reference |
| C | Pass by value result |
| D | All of above |
| Answer | B |
| Marks | 1 |
| Unit | III |

|  |  |
| --- | --- |
| **Id** | 1 |
| Question | What is meaning of template parameter? |
| A | It is used to pass a type as argument |
| B | Used to evaluate a type |
| C | It can of no return type |
| D | None of the mentioned |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 2 |
| Question | \_\_\_\_\_\_Keyword is used in template. |
| A | Class |
| B | Typename |
| C | Both a and b |
| D | Using |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 3 |
| Question | What is scope of template parameter? |
| A | Inside a block only |
| B | Inside the class only |
| C | Throughout program |
| D | All of the above |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 4 |
| Question | Function overloading is also similar to which of the following |
| A | Operator overloading |
| B | Destructor overloading |
| C | Constructor overloading |
| D | Virtual function |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 5 |
| Question | Generic programming is approach of\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_which are applicable for all types |
| A | Generalised algorithm |
| B | Pseude algorithm |
| C | Both a and b |
| D | None of the above |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 6 |
| Question | Template are of types |
| A | Function template |
| B | Class template |
| C | Both a and b |
| D | None of the above |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 7 |
| Question | Class template can be created using\_\_\_\_\_\_\_\_syntax. |
| A | Template<class T>class classname |
| B | Template<class T1,class T2> class classname |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 8 |
| Question | Syntax for creating a function template is |
| A | Template<typename t>returntype function name |
| B | Template<class T> returntype function name |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 9 |
| Question | Pick up the correct statement  i)template allow us to define generic classes and functions  ii)template support generic programming  iii)function template overloading is possible |
| A | i only |
| B | i and ii only |
| C | ii and iii only |
| D | i, ii and iii |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 10 |
| Question | Template function can be overloaded |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 11 |
| Question | Why we use :: template-template parameter? |
| A | binding |
| B | rebinding |
| C | both a &b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 12 |
| Question | Which of the things does not require instantiation? |
| A | functions |
| B | non virtual member function |
| C | member class |
| D | all of the mentioned |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 13 |
| Question | A template provides a convenient way to make a family of |
| A | variables. |
| B | functions |
| C | classes |
| D | B and C |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 14 |
| Question | Templates automatically create different versions of a function, depending on user input. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 15 |
| Question | A template class |
| A | is designed to be stored in different containers. |
| B | works with different data types. |
| C | generates objects which must all be identical. |
| D | generates classes with different numbers of member functions. |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 16 |
| Question | There can be more than one template argument. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 17 |
| Question | Actual code for a template function is generated when |
| A | the function declaration appears in the source code. |
| B | the function definition appears in the source code. |
| C | a call to the function appears in the source code. |
| D | the function is executed at runtime. |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 18 |
| Question | An exception is typically caused by |
| A | the programmer who writes an application’s code. |
| B | the creator of a class who writes the class member functions. |
| C | a runtime error. |
| D | an operating system malfunction that terminates the program. |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 19 |
| Question | Statements that might cause an exception must be part of a **catch** block. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 20 |
| Question | Exceptions are thrown |
| A | from the catch block to the try block. |
| B | from a throw statement to the try block. |
| C | from the point of the error to a catch block. |
| D | from a throw statement to a catch block. |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 21 |
| Question | A statement that throws an exception does not need to be located in a try block. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 22 |
| Question | The following is/are errors for which an exception would typically be thrown: |
| A | An excessive amount of data threatens to overflow an array. |
| B | new cannot obtain the requested memory. |
| C | A power failure shuts down the system. |
| D | A and B |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 23 |
| Question | Additional information sent when an exception is thrown may be placed in |
| A | the throw keyword. |
| B | the function that caused the error. |
| C | the catch block. |
| D | an object of the exception class. |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 24 |
| Question | A program can continue to operate after an exception has occurred. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 25 |
| Question | What is the output of following program?  #include <iostream> using namespace std; int main() { int x = -1; try {  cout <<"Inside try \n";  if (x <0)  {  throw x;  cout <<"After throw \n";  } } catch (int x ) {  cout <<"Exception Caught \n"; }  cout <<"After catch \n"; return 0; } |
| A | Inside try  Exception Caught  After throw  After catch |
| B | Inside try  Exception Caught  After catch |
| C | Inside try  Exception Caught |
| D | Inside try  After throw  After catch |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 26 |
| Question | What is the advantage of exception handling?  1) Remove error-handling code from the software's main line of code.  2) A method writer can chose to handle certain exceptions and delegate others to the caller.  3) An exception that occurs in a function can be handled anywhere in the function call stack. |
| A | Only 1 |
| B | 1, 2 and 3 |
| C | 1 and 3 |
| D | 1 and 2 |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 27 |
| Question | What should be put in a try block?  1. Statements that might cause exceptions  2. Statements that should be skipped in case of an exception |
| A | Only 1 |
| B | Only 2 |
| C | Both 1 and 2 |
| D | None of the above |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 28 |
| Question | What is the output of following program  #include<iostream>  using namespace std;    class Base {};  class Derived: public Base {};  int main()  {  Derived d;  try {  throw d;  }  catch(Base b) {  cout<<"Caught Base Exception";  }  catch(Derived d) {  cout<<"Caught Derived Exception";  }  return 0;  } |
| A | Caught Derived Exception |
| B | Caught Base Exception |
| C | Caught Derived Exception  Caught Base Exception |
| D | Compiler Error |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 29 |
| Question | What is the output of following program?  #include <iostream>  using namespace std;    int main()  {  try  {  throw 10;  }  catch (...)  {  cout <<"default exception\n";  }  catch (int param)  {  cout <<"int exception\n";  }    return 0;  } |
| A | default exception |
| B | int exception |
| C | default exception  int exception |
| D | Compiler Error |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 30 |
| Question | What is the output of following program?  #include <iostream>  using namespace std;    class Test {  public:  Test() { cout <<"Constructing an object of Test "<<endl; }  ~Test() { cout <<"Destructing an object of Test " <<endl; }  };    int main() {  try {  Test t1;  throw 10;  } catch(int i) {  cout <<"Caught "<<i <<endl;  }  } |
| A | Caught 10 |
| B | Constructing an object of Test  Caught 10 |
| C | Constructing an object of Test  Destructing an object of Test  Caught 10 |
| D | Compiler Errror |
| Answer | C |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 31 |
| Question | What happens in C++ when an exception is thrown and not caught anywhere like following program?  #include <iostream>  using namespace std;    int fun() throw (int)  {  throw 10;  }    int main() {  fun();  return 0;  } |
| A | Compiler error |
| B | Abnormal program termination |
| C | Program doesn't print anything and terminates normally |
| D | None of the above |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 32 |
| Question | Which alternative can replace the throw statement ? |
| A | Exit |
| B | For |
| C | Break |
| D | Return |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 33 |
| Question | Which of the following keyword can not be appered inside the class? |
| A | Virtual |
| B | Static |
| C | Template |
| D | Friend |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 34 |
| Question | What is template? |
| A | Template is formula for creating a generic class |
| B | Template is used to manipulate class |
| C | Template is used for creating functions |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 35 |
| Question | Select the correct syntax of template: |
| A | Template |
| B | Template<> |
| C | Temp |
| D | None of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 36 |
| Question | A class is generated from template class is called \_\_\_\_\_\_\_. |
| A | inherited class |
| B | derived class |
| C | generated class |
| D | subclass |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 37 |
| Question | \_\_\_\_\_\_\_\_ is useful when template of template is used? |
| A | Friend function |
| B | Static function |
| C | Typedef |
| D | Inheritance |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 38 |
| Question | Which of the C++ feature allows you to create classes that are dynamic for using data types? |
| A | Templates |
| B | Inheritance |
| C | Polymorphism |
| D | Information hiding |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 39 |
| Question | A function template means \_\_\_\_\_\_\_. |
| A | creating a function having exact type |
| B | creating a function without having to specify exact type |
| C | both a and b |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 40 |
| Question | Which of the following is used to describe the function using placeholder type? |
| A | Template type parameter |
| B | Template parameter |
| C | Template type |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 41 |
| Question | String template is used \_\_\_\_\_. |
| A | to replace a string. |
| B | to replace a string with another string |
| C | to delete a string |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 42 |
| Question | Maximum number of template argument in function template is \_\_\_\_\_\_\_. |
| A | two |
| B | three |
| C | four |
| D | many |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 43 |
| Question | Template function must have |
| A | one or more than one argument |
| B | zero argument |
| C | only one argument |
| D | at least two arguments |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 44 |
| Question | Template function must have at least \_\_\_\_\_\_\_\_ generic data type. |
| A | zero |
| B | one |
| C | two |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 45 |
| Question | Templates provide way of abstracting \_\_\_\_\_\_ information. |
| A | type |
| B | data |
| C | method |
| D | access |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 46 |
| Question | If you create instantiation of a class template with an int and then create a second instantiation with a double then |
| A | once the function is used for one data type it becomes unavailable for other type |
| B | you can not perform this kind of operation in C++ |
| C | you must precede each function call with the word int or double |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 47 |
| Question | If templates were removed from C++,Which of the following will be true?  I. Some algorithms could no longer be implemented  II. Any particular algorithms could still be implemented but often less elegantly. |
| A | Only I is true |
| B | Only II is true |
| C | Both I and II is true |
| D | None of these |
| Answer | D |
| Marks | 1 |
| Unit | 4 |

|  |  |
| --- | --- |
| **Id** | 48 |
| Question | In the template <class T>declaration of T stands for \_\_\_\_\_\_\_\_. |
| A | integer data type |
| B | arbitary class |
| C | generic data types |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 49 |
| Question | What is the meaning of template parameter? |
| A | It is used to pass a type as argument |
| B | It is used to evalute a type |
| C | It has no return type |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 50 |
| Question | What can be passed by non-type template parameter during compile time? |
| A | Int |
| B | Double |
| C | Char |
| D | constant expression |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 51 |
| Question | Choose the correct statement from the following: |
| A | Template function will take long time to execute |
| B | Template functions are written when you want to have only one code for many different types |
| C | due to template function the duplicate code will get increased |
| D | None of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 52 |
| Question | How many types of templates are there in c++? |
| A | Two |
| B | Three |
| C | Four |
| D | None Of These |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 53 |
| Question | What is the task of compiler while handling template? |
| A | type association |
| B | Portability |
| C | code elimination |
| D | all of the above |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 54 |
| Question | What should be the name of the parameter that the template should take? |
| A | same as class |
| B | same as function |
| C | same as template |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 55 |
| Question | Which keyword can be used with template? |
| A | Typename |
| B | operator |
| C | both a and b |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 56 |
| Question | Which of the following describes a difference between template function and  template class in c++? |
| A | The compiler determines the type of a template function's arguments, but  the types of template classes must be stated explicitly when declaring objects |
| B | template functions cannot be defined for user-defined types, but template classes can |
| C | template classes cannot be defined for user-defined types,but  templatefunctions can. |
| D | None Of These |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 57 |
| Question | What is the validity of templet parameter? |
| A | Inside the class |
| B | Inside the block |
| C | whole program |
| D | None of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 58 |
| Question | Which of the following does not required installation ? |
| A | Non virtual member function |
| B | Member class |
| C | Function |
| D | All of above |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 59 |
| Question | Which keyword is used to handle the exception ? |
| A | Try |
| B | Catch |
| C | Throw |
| D | Exception |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 60 |
| Question | What is the use of the keyword finally ? |
| A | It is used at the start of the program for handling all the exceptions |
| B | It is used at the end of the program to handle all the exceptions |
| C | It can be used anywhere in the program to handle all the exceptions |
| D | None of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 61 |
| Question | Which of the following most preferred way of throwing and handling exception? |
| A | Throw by value and catch by reference |
| B | Throw by reference and catch by value |
| C | Throw by value and catch by value |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 62 |
| Question | Which of the following is the most general exception handler that catches exception of any type? |
| A | Catch(std::exception) |
| B | Catch(std:any\_exception) |
| C | Catch(...) |
| D | Catch() |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 63 |
| Question | Which of the following causes an exception |
| A | Missing parenthesis in main() |
| B | Calling a function which is not present |
| C | A syntax error |
| D | a run time error |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 64 |
| Question | Which block should be placed after try block ? |
| A | Throw |
| B | Catch |
| C | both a or b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 65 |
| Question | Choose the correct statement |
| A | Exception are not suitable for critical points in the program |
| B | Exception are suitable for critical points in the program |
| C | Both a&b |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 66 |
| Question | In C++ program handling, a try block must be followed by \_\_\_\_\_catch blocks |
| A | exactly one |
| B | one or more |
| C | exactly two |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 67 |
| Question | The process of handling the actual exception occurs \_\_\_\_\_\_\_\_\_ |
| A | inside the program |
| B | outside the program |
| C | both a &b |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 68 |
| Question | Which of the following is used to check the error in the block? |
| A | Try |
| B | Throw |
| C | Catch |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 69 |
| Question | What should be present when throwing object ? |
| A | Constructor |
| B | Destructor |
| C | copy constructor |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 70 |
| Question | For handling the exception in C++ \_\_\_\_\_\_\_ are used |
| A | catch handlers |
| B | exception handlers |
| C | Pointers |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 71 |
| Question | For handling the exceptions in C++ \_\_\_\_\_\_\_\_\_ is used . |
| A | handler function |
| B | terminate function |
| C | both a &b |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 72 |
| Question | How many parameters does the throw expression can have ? |
| A | 0 |
| B | 1 |
| C | 2 |
| D | 3 |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 73 |
| Question | What kind of exceptions are used in C++ |
| A | Handled |
| B | Unhandled |
| C | Static |
| D | Dynamic |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 74 |
| Question | What will happen when exception is uncaught? |
| A | Arise an error |
| B | program will run |
| C | execute in a loop |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 75 |
| Question | Choose the correct statement |
| A | A function can throw any type of exception |
| B | a function can throw an exception of certain type only |
| C | A exception can't throw any type of exception |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | 4 |

|  |  |
| --- | --- |
| **Id** | 76 |
| Question | What fuunction will be called when we have uncaught exception? |
| A | Catch |
| B | Throw |
| C | Terminate |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 77 |
| Question | What will happen when a programs throws any other of exception other than specified ? |
| A | still execute |
| B | Terminate |
| C | raise an error |
| D | none of these. |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 78 |
| Question | Which statement is used to catch all types of exceptions? |
| A | catch() |
| B | catch(Test t) |
| C | catch |
| D | none of these |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 79 |
| Question | Which keyword can be used as a template |
| A | Exception |
| B | Typename |
| C | both a & b |
| D | Function |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 80 |
| Question | An Exception is thrown using \_\_\_\_\_\_\_\_\_\_\_\_\_keyword in cpp |
| A | Throws |
| B | Throw |
| C | Threw |
| D | Thrown |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 81 |
| Question | Which parameter is legal for non-type template? |
| A | pointer to member |
| B | object |
| C | class |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 82 |
| Question | Which of the things does not require instantiation? |
| A | functions |
| B | Non virtual member function |
| C | member class |
| D | all of these |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 83 |
| Question | Which of the following permits function overloading on c++? |
| A | Data Type |
| B | Number of arguments |
| C | A &B both |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 84 |
| Question | Function overloading is also similar to which of the following? |
| A | Operator Overloading |
| B | Constructer overloading |
| C | Destructor overloading |
| D | none of the above |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 85 |
| Question | Which is dependent on template parameter |
| A | base class |
| B | abstract class |
| C | method |
| D | none of the above |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 87 |
| Question | How to declare a template? |
| A | Tem |
| B | Temp |
| C | Template<> |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 88 |
| Question | What may be the name of parameter that the template should take? |
| A | same as template |
| B | same as class |
| C | same as function |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 89 |
| Question | Which is used to handle the exceptions in c++? |
| A | catch handler |
| B | handler |
| C | exception handler |
| D | all of these |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 90 |
| Question | Which is called on allocating the memory for array of objects? |
| A | Function |
| B | Method |
| C | Destructor |
| D | Constructor |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 91 |
| Question | Which value is placed in the base class? |
| A | Inherited value |
| B | Derived value |
| C | Default type values |
| D | Both a and b |
| Answer | C |
| Marks | IV |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 92 |
| Question | Which is used to get the input during runtime? |
| A | cout |
| B | cin |
| C | Template |
| D | All of the above |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 93 |
| Question | \_\_\_\_\_\_\_\_\_\_is used to perform the generic programming. |
| A | Class |
| B | Template |
| C | Function |
| D | Inheritance |
| Answer | All of the above |
| Marks | B |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 94 |
| Question | A template can be considered as a kind of macros |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 95 |
| Question | We can not define more than 2 placeholder in class/function template. |
| A | False |
| B | True |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 96 |
| Question | When template is defined with parameter that would be replaced by specified \_\_\_\_\_\_\_at the time of actual use of class or function. |
| A | Keyword |
| B | Operator |
| C | Datatype |
| D | None of the above mentioned |
| Answer | C |
| Marks | IV |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 97 |
| Question | Templates sometimes called as \_\_\_\_\_\_\_\_\_\_\_ |
| A | Parameterized classes |
| B | Parameterized function |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 98 |
| Question | Exceptions are of type |
| A | Synchronous |
| B | Asynchronous |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 99 |
| Question | “out-of-range”, “overflow” are the type of exceptions |
| A | Asynchronous |
| B | Synchronous |
| C | Default |
| D | None of the above |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 100 |
| Question | The most type of error--------. |
| A | Logical error |
| B | Syntactic error |
| C | Both a and b |
| D | Class |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 101 |
| Question | Run time error is known as \_\_\_\_\_\_ |
| A | Logical error |
| B | Syntactic error |
| C | Exception |
| D | All of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 102 |
| Question | How the exception is throw |
| A | throw exception |
| B | throw(exception) |
| C | throw |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 103 |
| Question | Can we throw exception more than one time |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 104 |
| Question | Which statement we have to use rethrowing exception |
| A | throw(exception) |
| B | Throw |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 105 |
| Question | Exception can be handle if\_\_\_\_\_\_\_ |
| A | Throwing argument is match with catch block |
| B | Throwing argument is not match with catch block |
| C | Exception is not thrown |
| D | None of the abve |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 106 |
| Question | With this concept same algorithm can be used for different data types |
| A | Procedure oriented paradigm |
| B | Generic programming |
| C | Both a and b |
| D | None of the above |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 106 |
| Question | Template is a way creating generalize functions and classes which are applicable for all data types |
| A | False |
| B | True |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 107 |
| Question | Class template is applicable for \_\_\_. |
| A | For function only |
| B | For that class only |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 108 |
| Question | Function template is applicable for\_\_\_\_\_\_\_\_\_. |
| A | For function only |
| B | For that class only |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 109 |
| Question | How many kinds of parameters are there in c++ |
| A | 1 |
| B | 2 |
| C | 3 |
| D | 4 |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 110 |
| Question | Which type of program is recommended to include in try block |
| A | Static memory allocation |
| B | Dynamic memory allocation |
| C | Const reference |
| D | Pointer |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 111 |
| Question | How to handle error in destructor |
| A | Throwing |
| B | Terminate |
| C | Both a and b |
| D | None of the mentioned |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 112 |
| Question | In catch statement we have multiple parameters |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 113 |
| Question | ------kind of exceptions are in c++. |
| A | Handled |
| B | Static |
| C | Both a and b |
| D | Unhandled |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 114 |
| Question | Pick up the correct statement |
| A | To throw exception we have to use catch statement |
| B | Error occurring code is placed in try block |
| C | We can not have multiple throwing mechanism in c++ |
| D | Both and b |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 115 |
| Question | Can we used constructor for exception handling |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 116 |
| Question | Class template can be overloaded |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 117 |
| Question | \_\_\_\_\_\_is a generic class handler |
| A | Catch(---) |
| B | Catch(-,-) |
| C | Catch(…) |
| D | Catch(void) |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 118 |
| Question | If the exception is not handled then which standard library function get invoked |
| A | stop() |
| B | terminate() |
| C | Read() |
| D | Write() |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 119 |
| Question | Exception can be only built in type |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 120 |
| Question | What will be output of program  #include<iostream>  using namespace std;  template<class T>  T display(T x)  {  cout<< “using template x=”<<x<<“\n”;  }  int display(int x)  {  cout<<“Normal display x=”<<x <<“\n”;  }  int main()  {  display(2.3);  display(3);  diplay(1.1);  } |
| A | Normal display x=2.3  Using template x=3  Normal display x=1.1 |
| B | using template x=2.3  Normal display x=3  using template x=1.1 |
| C | using template x=3  Normal display x=2.3  using template x=1.1 |
| D | None of the above |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 121 |
| Question | In nested try blocks, there is no need to specify catch handler for inner try block. Outer catch handler is sufficient for the program |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 122 |
| Question | Can we write try block within try block |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 123 |
| Question | Can we prevent a function from throwing any exceptions |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 124 |
| Question | What is return type of uncaught\_exception() is---- |
| A | Char\* |
| B | Double |
| C | Int |
| D | Bool |
| Answer | D |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 125 |
| Question | Can we write a throw statement inside catch statement |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 126 |
| Question | We can define our own exceptions in c++ |
| A | False |
| B | True |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 127 |
| Question | Stack unwinding deals with |
| A | Polymorphism |
| B | inheritance |
| C | Exception handling |
| D | Classes |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 128 |
| Question | What is STL |
| A | Standard Term Library |
| B | Standard Tree Library |
| C | Standard Template Library |
| D | None of the above mentioned |
| Answer | C |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 129 |
| Question | Pick up the correct statement   * Catch statement be placed immediately after try block * It can have multiple parameters * There must be multiple catch handler for a try block * Generic catch statement we can placed anywhere in program |
| A | i and ii |
| B | i and iii |
| C | i and iv |
| D | i , ii and iii |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 130 |
| Question | Generic catch should be placed at |
| A | End of all statement |
| B | Before try |
| C | Before throw |
| D | Inside try |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 131 |
| Question | Irrespective of exception occurrence, catch handler will be always executed |
| A | Yes |
| B | No |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 132 |
| Question | From where does the template class can derived |
| A | Regular non-templated c++ class |
| B | Templated class |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | C |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 133 |
| Question | What is done by compiler for templates |
| A | Type-safe |
| B | Code elimination |
| C | Portability |
| D | All of the above mentioned |
| Answer | A |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 134 |
| Question | Catch handler itself may detect and throw an exception |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | Iv |

|  |  |
| --- | --- |
| **Id** | 135 |
| Question | If the thrown exception will not be caught by any catch statement then it will be passed to next outer try/catch sequence for processing. |
| A | False |
| B | True |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 136 |
| Question | While specifying the exceptions, the type-list specifies the\_\_\_\_\_\_\_\_ that may be thrown. |
| A | How many exceptions |
| B | Type of exception |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 137 |
| Question | When an exception is rethrown ,it will not be caught by the\_\_\_\_\_\_\_\_\_\_or other catch in that group. |
| A | Same catch |
| B | Nested catch |
| C | Both a and b |
| D | None of the above mentioned |
| Answer | A |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 138 |
| Question | Try block can throw any exception |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 139 |
| Question | Pick up the correct statement from the following   * Multiple catch statement are there in c++. * We have generic catch statement to handle all type of exception * Try block is used to throw and exception |
| A | i and iii |
| B | i |
| C | ii |
| D | i and ii only |
| Answer | D |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 140 |
| Question | When an exception is not caught |
| A | Program is go in wait condition |
| B | Program is aborted |
| C | Program works fine way |
| D | None of the above mentioned |
| Answer | B |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 141 |
| Question | We can place two or more catch blocks together to catch and handle multiple types of exceptions thrown by a try blocks |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 142 |
| Question | It is also possible to make a catch statement to catch all types of exceptions using ellipses as its arguments |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 143 |
| Question | We can restrict a function to throw only a set of specified exceptions by adding a throw specification clause to the function definition. |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 144 |
| Question | We may also use non-type parameters such basic or derived data types as arguments template |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 145 |
| Question | Pick up the correct statement from the following related with overloading of template functions   * Call an ordinary function that has an exact match * Call a template function that could be created with an exact macth * Try normal overloading resolution to ordinary functions and call the one that matches |
| A | 1 and 2 only |
| B | 2 and 3 only |
| C | All of the above |
| D | None of the above mentioned |
| Answer | C |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 146 |
| Question | What will be output of the a following program  #include<iostream>  using namespace std;  template <class T>  void display(T x)  {  cout<<“Template display:”<<x<< “\n”;  }  void display(int x)  {  cout<<“Explicit display:”<<x <<“\n”;  }  int main()  {  display(100);  display(12.34);  display(‘c’);  } |
| A | Template display:100  Template display:12.34  Template display: c |
| B | Explicit display:100  Template display:12.34  Template display: c |
| C | Explicit display:100  Template display:12.34  Explicit display: c |
| D | Template display:100  Template display:12.34  Template display: c |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 147 |
| Question | What will be output of program  #include <iostream>  using namespace std;  int main()  {  cout <<"Start\n";  try {  cout <<"Inside try block\n";  throw 100;  cout << "This will not execute";  }  catch (int i) {  cout <<"Caught an exception -- value is: ";  cout <<i <<"\n";  }  cout <<"End";  return 0;  } |
| A | Start  Inside try block  Caught an exception -- value is: 100  End |
| B | Start  End |
| C | Start  Inside try block  End |
| D | None of the above mentioned |
| Answer | A |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 148 |
| Question | What will be output of following program  #include <iostream>  using namespace std;  void Xhandler(int test)  {  try{  if(test) throw test;  else throw "Value is zero";  }  catch(int i) {  cout << "Caught Exception #: " <<i <<'\n';  }  catch(const char \*str) {  cout <<"Caught a string: ";  cout << str <<'\n';  }  }  int main()  {  cout <<"Start\n";  Xhandler(1);  Xhandler(2);  Xhandler(0);  Xhandler(3);  cout << "End";  return 0;  } |
| A | Start  Caught Exception #: 1  Caught Exception #: 2  Caught Exception #: 0  Caught Exception #: 3  End |
| B | Start  Caught Exception #: 1  Caught Exception #: 2  Caught a string: 0  Caught Exception #: 3  End |
| C | Start  Caught Exception #: 1  Caught Exception #: 2  Caught a string: Value is zero  Caught Exception #: 3  End |
| D | None of the mentioned |
| Answer | C |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 149 |
| Question | What will be output of program  #include <iostream>  using namespace std;  void Xhandler(int test)  {  try{  if(test==0) throw test; // throw int  if(test==1) throw 'a'; // throw char  if(test==2) throw 123.23; // throw double  }  catch(int i) { // catch an int exception  cout <<"Caught an integer\n";  }  catch(...) { // catch all other exceptions  cout <<"Caught One!\n";  }  }  int main()  {  cout <<"Start\n";  Xhandler(0);  Xhandler(1);  Xhandler(2);  cout <<"End";  return 0;  } |
| A | Start  Caught One!  Caught One!  Caught One!  End |
| B |  |
| C | Start  Caught an integer  Caught One!  Caught One!  End |
| D | Start  Caught One!  Caught an integer  Caught One!  End |
| Answer | C |
| Marks | 2 |
| Unit | None of the above mentioned |

|  |  |
| --- | --- |
| **Id** | 150 |
| Question | What will be output of following program  #include <iostream>  using namespace std;  template <class Type1, class Type2> class myclass  {  Type1 i;  Type2 j;  public:  myclass(Type1 a, Type2 b) { i = a; j = b; }  void show() { cout <<i << ' ' <<j <<'\n'; }  };  int main()  {  myclass<int, double>ob1(10, 0.23);  myclass<char, char \*>ob2('X', "Templates add power.");  ob1.show(); // show int, double  ob2.show(); // show char, char \*  return 0;  } |
| A | 10 0.23  X Templates add power. |
| B | 0.23 10  X Template add power |
| C | 10 10  X template add power |
| D | Compilation error |
| Answer | A |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 151 |
| Question | We can combine operator overloading with a class |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 152 |
| Question | If you overload a generic function, that overloaded function overrides (or "hides") the generic function relative to that specific version. |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 153 |
| Question | What will be output of following programming  #include <iostream>  using namespace std;  template <class T>  T GetMax (T a, T b) {  T result;  result = (a>b)? a : b;  return (result);  }  int main () {  int i=5, j=6, k;  long l=10, m=5, n;  k=GetMax<int>(i,j);  n=GetMax<long>(l,m);  cout <<k << endl;  cout <<n <<endl;  return 0;  } |
| A | 6  10 |
| B | 5  5 |
| C | 10  10 |
| D | Compilation error |
| Answer | A |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 154 |
| Question | What will be output of following program  #include <iostream>  using namespace std;  template <class T>  class mypair {  T a, b;  public:  mypair (T first, T second)  {a=first; b=second;}  T getmax ();  };  template <class T>  T mypair<T>::getmax ()  {  T retval;  retval = a>b? a : b;  return retval;  }  int main () {  mypair <int>myobject (100, 75);  cout << myobject.getmax();  return 0;  } |
| A | 75 |
| B | 100 |
| C | 75  100 |
| D | Compilation error |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 155 |
| Question | What will be output of following program  #include <iostream>  #include <exception>  using namespace std;  class myexception: public exception  {  virtual const char\* what() const throw()  {  return "My exception happened";  }  } myex;  int main () {  try  {  throw myex;  }  catch (exception&e)  {  cout << e.what() <<endl;  }  return 0;  } |
| A | Exception happened |
| B | My exception happened. |
| C | Run Time error |
| D | Compilation error |
| Answer | B |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 156 |
| Question | Pick up the correct statement from following  1.Exception handling is not supported c++  2.Template support generic programming in c++  3.overloading of function template is possible in c++  4.generic catch template can handle all types of exceptions |
| A | 2 and 3 only |
| B | 3 and 4 only |
| C | 1, 2 and 3 only |
| D | 2, 3 and 4 only |
| Answer | D |
| Marks | 2 |
| Unit | IV |

|  |  |
| --- | --- |
| **Id** | 1 |
| Question | Polymorphism is supported by the c++ by using following ways |
| A | function overloading |
| B | operator overloading |
| C | virtual functions |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 2 |
| Question | Compile time polymorphism is supported by |
| A | function overloading |
| B | virtual function |
| C | operator overloading |
| D | both a&c |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 3 |
| Question | Run time polymorphism is supported by |
| A | function overloading |
| B | operator overloading |
| C | virtual function |
| D | both a and b |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 4 |
| Question | Selecting the appropriate overloaded function by the compiler is known as |
| A | late binding |
| B | early binding |
| C | both a and b |
| D | none of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 5 |
| Question | object to function binding is done at compile time then is it known as |
| A | early binding |
| B | compile time binding |
| C | none of the above |
| D | both a and b |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 6 |
| Question | Run time polymorphism is done by using |
| A | function overloading |
| B | operator overloading |
| C | virtual function |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 7 |
| Question | Operator overloading is ---. |
| A | run time polymorphism |
| B | compile time polymorphism |
| C | none of the above |
| D | both a and b |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 8 |
| Question | Which of the following operator cannot be overloaded |
| A | scope resolution operator(::) |
| B | Size of operator (sizeof[]) |
| C | Conditional operator(?:) |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 9 |
| Question | Which of the operator cannot be overloaded |
| A | >= |
| B | & |
| C | <= |
| D | :: |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 10 |
| Question | While performing operator overloading which function/keyword we have to use |
| A | Function |
| B | Operator |
| C | Op |
| D | none of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 11 |
| Question | Which of the statement is not true about operator overloading |
| A | we can overload only existing operator |
| B | basic meaning cannot be changed |
| C | binary operator should have return type |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 12 |
| Question | Pick up the correct statement related with operator overloading |
| A | we can overload a class access operator |
| B | we can change the meaning of basic operator |
| C | binary operator should have a return type |
| D | both a and b |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 13 |
| Question | We are overloading a unary operator without friend function how many argument we have to pass |
| A | 1 |
| B | 2 |
| C | 0 |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 14 |
| Question | Suppose we are overloading a binary operator with friend function, how many parameter of argument we have to pass |
| A | 1 |
| B | 2 |
| C | 3 |
| D | none of ths above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 15 |
| Question | we are overloading a binary operator without friend function how many argument we have to pass |
| A | 1 |
| B | 2 |
| C | 0 |
| D | none of the abve |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 16 |
| Question | What is polymorphism |
| A | it is ability to take many forms |
| B | it is instance of class |
| C | one class acquire the properties of another class |
| D | All of the above |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 17 |
| Question | What is true about the operator overloading |
| A | with friend function we need to pass two arguments for binary operator |
| B | with friend function we need to pass one arguments for unary operator |
| C | both a and b |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 18 |
| Question | \_\_\_\_\_\_allows you to give special meaning to some operator when there are operands associated with it. |
| A | function overloading |
| B | virtual function |
| C | operator overloading |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 19 |
| Question | Converting from small to larger data type is known as \_\_\_\_. |
| A | promotion |
| B | operator |
| C | polymorphism |
| D | none of the above |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 20 |
| Question | what are the types of type conversion |
| A | implicit |
| B | explicit |
| C | both a and b |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 21 |
| Question | Reusability is supported by following feature |
| A | polymorphisms |
| B | message passing |
| C | inheritance |
| D | operator overloading |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 22 |
| Question | Deriving a new class from a base class is known as \_\_. |
| A | polymorphisms |
| B | inheritance |
| C | message passing |
| D | operator overloading |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 23 |
| Question | Base class is also known as\_\_\_. |
| A | super class |
| B | parent class |
| C | both a and b |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 24 |
| Question | Child class is also known as |
| A | sub class |
| B | derived class |
| C | both a and b |
| D | known class |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 25 |
| Question | Derived class\_\_\_ cannot access from base class |
| A | constructor |
| B | destructors |
| C | copy constructor |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 26 |
| Question | we can derive a new class from a derived class |
| A | true |
| B | false |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 27 |
| Question | How many parameter does a conversion operator take? |
| A | 0 |
| B | 2 |
| C | 3 |
| D | as many as possible |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 28 |
| Question | \_\_is used to define pure virtual function? |
| A | & |
| B | =0 |
| C | @ |
| D | \* |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 29 |
| Question | Which is also known as abstract class? |
| A | virtual function |
| B | pure virtual function |
| C | derived class function |
| D | base class function |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 30 |
| Question | pick the correct option |
| A | We can make the instance of the abstract class |
| B | We can not make the instance of the abstract class |
| C | both a and b |
| D | none of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 31 |
| Question | How many access specifiers are there in c++? |
| A | 2 |
| B | 3 |
| C | 5 |
| D | 4 |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 32 |
| Question | Where we have to use an abstract class? |
| A | in base class only |
| B | in derived class only |
| C | both and b |
| D | None of the above |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 33 |
| Question | For what we can apply access |
| A | function |
| B | data member |
| C | none of the above specifier |
| D | both a and c |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 34 |
| Question | What is default access specifier for class? |
| A | public |
| B | protected |
| C | private |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 35 |
| Question | We have to define a constructor for the derived class must be required\_\_\_\_. |
| A | if base class constructor does not require arguments |
| B | if base/parent class constructor required arguments |
| C | no need |
| D | always |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 36 |
| Question | Use of the friend function is\_\_\_. |
| A | the class allowing access to another class |
| B | the private section of a class |
| C | the public section of the class |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 37 |
| Question | If an attribute is private define then which method can have access to it |
| A | only static function |
| B | only functions of that class |
| C | only method in that package |
| D | none of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 38 |
| Question | What is syntax of deriving a new class from base class is\_\_\_. |
| A | class name, new class name |
| B | new class name, base class name |
| C | class name: access specifier class name |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 39 |
| Question | Which constructor will initialize the base class data member |
| A | base class |
| B | derived class |
| C | derived derived class |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 40 |
| Question | Inheritance can be done using :: symbol |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 41 |
| Question | When we derived a new class using more than one class then type of inheritance is known as\_\_\_\_. |
| A | multiple inheritance |
| B | single inheritance |
| C | hybrid inheritance |
| D | multilevel inheritance |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 42 |
| Question | When class B is derive from A , and class C is derived from B, this kind of inheritance is known as \_\_\_\_\_\_. |
| A | multiple inheritance |
| B | single inheritance |
| C | hybrid inheritance |
| D | multilevel inheritance |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 43 |
| Question | The base class will provide you\_\_\_\_\_\_\_\_\_\_. |
| A | specific objects than the derived class |
| B | more generalized version of derived class |
| C | empty template of base class |
| D | all of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 44 |
| Question | Pick up the correct statement form following  i)we have to use abstract keyword to define the abstract class  ii)inheritance allows multilevel class hierarchies more than two levels also  iii)reusability is supported by derivation  iv) we can change the meaning of operator during operator overloading |
| A | i only |
| B | ii only |
| C | i and ii only |
| D | ii and iii only |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 45 |
| Question | What does derived class does not inherit from the base class  i)constructor  ii)destructor  iii)operator=()  iv)friends |
| A | i and ii |
| B | ii and iii |
| C | only i, iii and iv |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 46 |
| Question | Choose the correct the statement from following  i)inheritance supported in terms of single, multiple , multilevel ,hybrid inheritance  ii) polymorphisms is supported by function overloading , operator overloading and virtual function  iii) abstraction is not supported by c++ |
| A | i is correct |
| B | only ii is correct |
| C | i and ii is correct |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 47 |
| Question | \_\_\_\_\_types of classes in c++. |
| A | 1 |
| B | 2 |
| C | 3 |
| D | 4 |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 48 |
| Question | :\_\_\_\_\_\_\_is used to define a pure virtual function. |
| A | $ |
| B | ^ |
| C | =0 |
| D | # |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 49 |
| Question | Pick up the correct statement |
| A | a base class may have more than one class |
| B | derived class can be derived from more than one class |
| C | both a and b |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 50 |
| Question | class A: public B, public C is a type of inheritance |
| A | Single |
| B | Multiple |
| C | Multilevel |
| D | Hybrid |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 51 |
| Question | When we have to use the mutable keyword |
| A | data member to change within a const member function |
| B | not allow the data member to change within a const member function |
| C | it will copy the values of the variable |
| D | none of the above mentioned |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 52 |
| Question | choose the correct statement |
| A | destructor cannot be inherited |
| B | private member not inherited to derived class |
| C | constructor cannot inherited |
| D | a and c |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 53 |
| Question | Use of function or operator to act different ways on different data type is called as |
| A | derivation |
| B | inheritance |
| C | polymorphisms |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 54 |
| Question | Choose the correct statement |
| A | Constructor has a return type |
| B | constructor always define in public scope |
| C | constructor has same name that of class name |
| D | b and c |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 55 |
| Question | overloading of a prefix increment operator by means of a member function takes\_\_\_\_\_\_\_\_\_. |
| A | one argument |
| B | two argument |
| C | no argument |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 56 |
| Question | Pick up the correct statement  i)abstract type of class should contain at least one virtual function  ii)we can create an object of abstract class  iii)abstract class is used to provide an interface to subclasses  iv)abstract class can also have normal function |
| A | i and ii only |
| B | i , ii, and iii only |
| C | i ,iii and iv |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 57 |
| Question | What is function overloading |
| A | we have to use same function name but different parameter |
| B | different function name but same parameter |
| C | both a and b |
| D | none of the above |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 58 |
| Question | Virtual base class is used to \_\_\_\_. |
| A | to perform operator overloading |
| B | to perform function overloading |
| C | to remove ambiguity in multiple inheritance |
| D | all of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 59 |
| Question | Pick up the correct statement |
| A | protected member from base class can be accessed by own class and its all subclasses |
| B | protected member are not inherited by any other class |
| C | Protected member are combination of public and private access member |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 60 |
| Question | pick up the correct statement |
| A | base class and derived class can have their own constructor |
| B | base class and derived class can have their own destructor |
| C | neither a or neither b |
| D | both a and b |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 61 |
| Question | Make a correct sequence of a statement  i)destructor of derived class is called  ii)destructor of base class is called  iii)constructor of derived class is called  iv)constructor of base class is called |
| A | i,ii,iv,iii |
| B | iv,iii,ii,i |
| C | iv,iii,i,ii |
| D | i,ii,iii,iv |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 62 |
| Question | Operator overloading is |
| A | making C++ operators work with objects. |
| B | giving C++ operators more than they can handle. |
| C | giving new meanings to existing C++ operators. |
| D | Both A and C |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 63 |
| Question | Assume a class C with objects obj1, obj2, and obj3. For the statement obj3 = obj1 - obj2 to work correctly, the overloaded - operator must |
| A | take two arguments. |
| B | return a value. |
| C | use the object of which it is a member as an operand. |
| D | Both B and C |
| Answer | D |
| Marks | II |
| Unit | 2 |

|  |  |
| --- | --- |
| **Id** | 64 |
| Question | When you overload an arithmetic assignment operator, the result |
| A | goes in the object to the right of the operator. |
| B | goes in the object to the left of the operator. |
| C | goes in the object of which the operator is a member. |
| D | Both B and C |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 65 |
| Question | To convert from a user-defined class to a basic type, you would most likely use |
| A | a built-in conversion operator. |
| B | a one-argument constructor. |
| C | an overloaded = operator. |
| D | a conversion operator that’s a member of the class. |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 66 |
| Question | An overloaded operator always requires one less argument than its number  of operands. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 67 |
| Question | The compiler won’t object if you overload the \* operator to perform division. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 68 |
| Question | Inheritance is a way to |
| A | make general classes into more specific classes. |
| B | pass arguments to objects of classes. |
| C | add features to existing classes without rewriting them. |
| D | A and C |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 69 |
| Question | Advantages of inheritance include |
| A | providing a useful conceptual framework. |
| B | facilitating class libraries. |
| C | avoiding the rewriting of code. |
| D | All of the above |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 70 |
| Question | Adding a derived class to a base class requires fundamental changes to the base class. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 71 |
| Question | To be accessed from a member function of the derived class, data or functions in the base class must be |
| A | public |
| B | private |
| C | protected |
| D | static |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 72 |
| Question | If a base class contains a member function basefunc(), and a derived class does not contain a function with this name, can an object of the derived class access basefunc()? |
| A | YES |
| B | NO |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 73 |
| Question | If no constructors are specified for a derived class, objects of the derived class will use the constructors in the base class. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 74 |
| Question | The scope-resolution operator usually |
| A | specifies a particular class. |
| B | tells what base class a class is derived from. |
| C | resolves ambiguities. |
| D | A and C |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 75 |
| Question | Assume a class **Derv** that is privately derived from class **Base**. An object of class **Derv** located in **main()** can access |
| A | public members of **Derv.** |
| B | protected members of **Derv**. |
| C | private members of **Derv**. |
| D | public members of **Base**. |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 76 |
| Question | True or False: A class **D**can be derived from a class **C**, which is derived from a class **B**, which is derived from a class **A**. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 77 |
| Question | It is illegal to make objects of one class members of another class. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 78 |
| Question | A class hierarchy |
| A | shows the same relationships as an organization chart. |
| B | describes “has a” relationships. |
| C | describes “is a kind of” relationships. |
| D | shows the same relationships as a family tree. |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 79 |
| Question | What is the output of the program?  #include <iostream>  #include <string>  using namespace std;  class Department {  public:  string dept;  Department(string d):dept(d) { }  void getDeptName() { cout <<dept; }  };  class Student : private Department {  public:  string name;  Student(string n = "Not entered", string d = "ATDC") :  name(n), Department(d) { }  using Department::getDeptName;  };  int main() {  Student s("CSE");  s.getDeptName();  return 0;  } |
| A | CSE |
| B | ATDC |
| C | Not entered |
| D | Compilation Error |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 80 |
| Question | Identify the lines on which the compiler will report an error.  #include <iostream>// ---1  using namespace std; // ---2  class Base { // ---3  int var\_; // ---4  public: // ---5  Base():var\_(0){} // ---6  }; // ---7  class Derived: public Base { public: // ---8  int varD\_; // ---9  void print () { cout <<var\_; } // ---10  }; // ---11  int main() { // ---12  Derived d; // ---13  d.var\_ = 1; // ---14  d.varD\_ = 1; // ---15  cout <<d.var\_ <<""<<d.varD\_; // ---16  return 0; // ---17  } // ---18 |
| A | 6, 10, 14, 15 |
| B | 6, 15 |
| C | 6, 14, 16 |
| D | 10, 14, 16 |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 81 |
| Question | #include <iostream>  using namespace std;  class Base { public:  int var\_;  void func(int){}  };  class Derived: public Base { public:  int varD\_;  void func(int){}  };  int main() {  Derived d;  d.func(1);  return 0;  }  Which of the following function will be invoked by d.func(1)? |
| A | Base::func(int) |
| B | Derived::func(int) |
| C | Compilation Error |
| D | None of the above |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 82 |
| Question | What is the output of the following program?  #include<iostream>  #include<string>  using namespace std;  class Base {  public:  void func\_f1(int i) { cout <<"In base func\_f1 "; }  void func\_f2(int i) { cout <<"In base func\_f2 "; }  };  class Derived: public Base {  public:  void func\_f1(int i ) { cout <<"In derived func\_f1 "; }  void func\_f1(string s) { cout <<"func\_f1 string "; }  void func\_f3(int i) { cout <<"In derived func\_f3 "; }  };  int main() {  Base b;  Derived d;  d.func\_f1(3);  d.func\_f1("Blue");  d.func\_f3(3);  d.func\_f2(3);  return 0;  } |
| A | Compilation Error: Cannot add new parameters to func\_f1 |
| B | In derived func\_f1 func\_f1 string In derived func\_f3 In base func\_f2 |
| C | In base func\_f2 func\_f1 string In derived func\_f3 In derived func\_f1 |
| D | Compilation Error: Cannot define func\_f3 containing same parameter type as func\_f1 |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 83 |
| Question | What is the output of the following program? {Assume size of int as 4}  #include<iostream>  using namespace std;  class base {  int data;  };  class derived1: public base { };  class derived2: public derived1 { };  int main() {  cout <<sizeof(derived2);  return 0;  } |
| A | 4 |
| B | 8 |
| C | 12 |
| D | 16 |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 84 |
| Question | What will be the output of the following program?  #include <iostream>  using namespace std;  class B{ public: int base;  B() {}  ~B() {}  };  class D: public B { public: int derived;  D() {}  ~D() {}  };  int main() {  D d1;  B b1;  cout <<&b1.base <<"";  cout <<&d1.base;  return 0;  } |
| A | 0x28fef8 0x28fef8 |
| B | 0x28fef8 0x28fefc |
| C | Compilation Error |
| D | None of the above |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 85 |
| Question | What will be the output of the following program?  #include<iostream>  using namespace std;  class Base { public:  Base() { cout <<"Base Ctor"<<endl; }  ~Base() { cout <<"Base Dtor"<<endl; }  };  class Derived: public Base { public:  Derived() { cout <<"Derived Ctor"<<endl; }  ~Derived() { cout <<"Derived Dtor"<<endl; }  };  int main() {  Derived d1;  {  Base b1;  }  return 0;  } |
| A | Base Ctor  Derived Ctor  Base Ctor  Base Dtor  Base Dtor  Derived Dtor |
| B | Derived Ctor  Base Ctor  Base Ctor  Base Dtor  Derived Dtor  Base Dtor |
| C | Derived Ctor  Base Ctor  Base Dtor  Derived Dtor |
| D | Base Ctor  Derived Ctor  Base Ctor  Base Dtor  Derived Dtor  Base Dtor |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 86 |
| Question | What will be the output of the program?  #include <iostream>  using namespace std;  class F1 {  public:  F1() { cout <<"F1 ctor "; }  ~F1() { cout <<"F1 dtor "; }  };  class F2 : public F1 {  public:  F2() { cout <<"F2 ctor "; }  ~F2() { cout <<"F2 dtor "; }  };  class F3 : public F1 {  const F2 &f2;  public:  F3() : f2(\*new F2) { cout <<"F3 ctor "; }  ~F3() { cout <<"F3 dtor "; }  };  int main() {  F3 f3;  return 0;  } |
| A | F1 ctor F2 ctor F3 ctor F3 dtor F2 dtor F1 dtor |
| B | F1 ctor F1 ctor F2 ctor F3 ctor F3 dtor F1 dtor |
| C | F1 ctor F3 ctor F3 dtor F1 dtor |
| D | F1 ctor F1 ctor F2 ctor F3 ctor F3 dtor F2 dtor F1 dtor F1 dtor |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 87 |
| Question | What will be the output of the program?  #include <iostream>  using namespace std;  class Room {  int number;  public:  Room(int num = 0): number(num) { }  void dimension() { cout <<number <<"Rooms "; }  };  class Building {  public:  Building() : ro(100) { }  void Build() { ro.dimension(); }  private:  Room ro;  };  int main() {  Building B;  B.Build();  return 0;  } |
| A | 0 Rooms |
| B | 100 Rooms |
| C | Compilation Error: ro is private |
| D | None of the above |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 88 |
| Question | What will be the output of the program?  #include<iostream>  using namespace std;  class Shape {  public:  int x, y;  Shape(int a = 0, int b = 0): x(a), y(b) {}  void draw()  { cout <<x <<""<<y <<""; }  };  class Rectangle : public Shape {  public:  int w, h;  Rectangle(int a = 5, int b = 6): w(a), h(b), Shape(7, 8) {}  void draw()  { Shape::draw(); cout <<w <<""<<h ; }  };  int main() {  Rectangle \*r = new Rectangle(1,2);  r->draw();  return 0;  } |
| A | 0 0 1 2 |
| B | 7 8 1 2 |
| C | 7 8 5 6 |
| D | 0 0 5 6 |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 89 |
| Question | You cannot change the precedence and associativity of an operator by overloading. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 90 |
| Question | When deriving a class from with **protected** inheritance, **public** members of the base class become\_\_\_\_\_\_\_\_\_\_\_ members of the derived class, and **protected** members of the  base class become \_\_\_\_\_\_\_\_\_\_\_\_\_ members of the derived class. |
| A | protected, protected. |
| B | public, private |
| C | private, private |
| D | Private, protected |
| Answer | A |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 91 |
| Question | When deriving a class with **public** inheritance, **public** members of the base class become \_\_\_\_\_\_\_\_\_\_ members of the derived class, and **protected** members of the base class become \_\_\_\_\_\_\_\_\_\_\_members of the derived class. |
| A | private, private |
| B | public, protected. |
| C | protected, protected. |
| D | private, protected |
| Answer | B |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 92 |
| Question | C++ provides for \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_, which allows a derived class to inherit from many base classes, even if the base classes are unrelated. |
| A | Multilevel inheritance |
| B | Single level inheritance |
| C | multiple inheritance |
| D | Hierarchical inheritance |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 93 |
| Question | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_is a form of software reuse in which new classes absorb the data and behaviors of existing classes and embellish these classes with new capabilities. |
| A | Data hiding |
| B | Inheritance |
| C | Abstraction |
| D | encapsulation |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 94 |
| Question | We can create the object of abstract class |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 95 |
| Question | All **virtual** functions in an abstract base class must be declared as **pure virtual** functions. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 96 |
| Question | A class is made abstract by declaring that class virtual. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 97 |
| Question | Polymorphic programming can eliminate the need for **switch** logic. |
| A | TRUE |
| B | FALSE |
| C |  |
| D |  |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 98 |
| Question | Suppose **a** and **b** are integer variables and we form the sum **a + b**. Now suppose **c** and  **D** are floating-point variables and we form the sum **c + d.** The two **+**operators here are  clearly being used for different purposes. This is an example of \_\_\_\_\_\_\_\_\_\_\_\_ |
| A | Operator Overloading |
| B | Inheritance |
| C | Function Overloading |
| D | Constructor |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 99 |
| Question | The operators that cannot be overloaded is |
| A | \* |
| B | - |
| C | :: |
| D | () |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 100 |
| Question | The operators that cannot be overloaded is |
| A | \* |
| B | ?: |
| C | >> |
| D | << |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 101 |
| Question | Which of the following operator(s) can not be overloaded |
| A | .\* |
| B | :: |
| C | ?: |
| D | All of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 102 |
| Question | Which of the following is true about this pointer? |
| A | It is passed as a hidden argument to all function calls |
| B | It is passed as a hidden argument to all non-static function calls |
| C | It is passed as a hidden argument to all static functions |
| D | None of the above |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 103 |
| Question | Predict the output of following C++ program.  #include<iostream>  using namespace std;    class Test  {  private:  int x;  public:  Test(int x = 0) { this->x = x; }  void change(Test \*t) { this = t; }  void print() { cout <<"x = "<<x <<endl; }  };    int main()  {  Test obj(5);  Test \*ptr = new Test (10);  obj.change(ptr);  obj.print();  return 0;  } |
| A | x = 5 |
| B | x = 10 |
| C | Compiler Error |
| D | Runtime Error |
| Answer | C |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 104 |
| Question | Which of the followings is/are automatically added to every class, if we do not write our own. |
| A | Copy Constructor |
| B | Assignment Operator |
| C | A constructor without any parameter |
| D | All of the above |
| Answer | D |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 105 |
| Question | What is the output of following program?  #include<iostream>  using namespace std;  class Point {  Point() { cout <<"Constructor called"; }  };    int main()  {  Point t1;  return 0;  } |
| A | Compiler Error |
| B | Runtime Error |
| C | Constructor called |
| D | Segmentation Fault |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 106 |
| Question | What will be the output of following program?  #include <iostream>  using namespace std;    class Test  {  public:  Test() { cout <<"Hello from Test() "; }  } a;    int main()  {  cout <<"Main Started ";  return 0;  } |
| A | Main Started |
| B | Main Started Hello from Test() |
| C | Hello from Test() Main Started |
| D | Compiler Error: Global objects are not allowed |
| Answer | C |
| Marks | 2 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 107 |
| Question | Which of the following operators are overloaded by default by the compiler?  1) Comparison Operator ( == )  2) Assignment Operator ( = ) |
| A | Both 1 and 2 |
| B | Only 1 |
| C | Only 2 |
| D | None of the two |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 108 |
| Question | A normal C++ operator that acts in a special way on newly defined data types is called \_\_\_\_\_\_\_ |
| A | Encapsulated |
| B | Overloaded |
| C | Classified |
| D | Inherited |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 109 |
| Question | The correct function name for overloading the addition + operator is \_\_ |
| A | Operator \_+ |
| B | Operator :+ |
| C | Operator (+) |
| D | Operator + |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 110 |
| Question | Which of the following operators cannot be overloaded? |
| A | → operator |
| B | . operator |
| C | [ ] operator |
| D | &operator |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 111 |
| Question | Which of the following operators cannot be overloaded? |
| A | + |
| B | - |
| C | [ ] |
| D | :: |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 112 |
| Question | Pick the incorrect statement from the following |
| A | The overloaded operators follow the syntax rules of original operator. |
| B | Only existing operators can be overloaded |
| C | Overloaded operator must have at least one operand of its class type |
| D | Overloaded operators can change the meaning of the original operator |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 113 |
| Question | For operators to be overloaded as non static member functions: |
| A | Both binary and unary operators take one argument. |
| B | Binary operators can have one argument and unary operators can not have any |
| C | Neither binary nor unary operators can have arguments |
| D | Binary operators can have two arguments and unary operators can have one |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 114 |
| Question | Which of the following is an operator function? |
| A | Member overloading |
| B | Function overloading |
| C | Operator overloading |
| D | None of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 115 |
| Question | Operator overloading means \_\_\_\_\_\_\_ |
| A | Giving new meaning to existing operator without changing its original  Meaning |
| B | Making C++ operators to work with objects |
| C | Making new types of operator |
| D | Both a and b |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 116 |
| Question | For overloading =+ implicitly \_\_\_\_\_\_\_ |
| A | + and = operators need to be overloaded implicitly |
| B | Only + operator need to be overloaded implicitly |
| C | Only = operator need to be overloaded implicitly |
| D | The += operator cannot be overloaded implicitly |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 117 |
| Question | Overloading a postfix increment operator by means of a member function takes------- |
| **A** | No argument |
| B | One argument |
| C | Two arguments |
| D | Three Arguments |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 118 |
| Question | If you overload only prefix operator ++ then the postfix ++ operator is \_\_\_\_\_\_ |
| A | Does not work |
| B | Works arbitrarily |
| C | Works naturally |
| D | Works as if prefix ++ operator |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 119 |
| Question | When compiler decides binding of an overloaded member then it is called\_\_\_\_\_\_\_\_ |
| A | Static binding |
| B | Dynamic binding |
| C | Local binding |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 120 |
| Question | One can redefine the working of \_\_\_\_\_\_\_ to work with objects. |
| A | Preprocessor directives |
| B | White space characters |
| C | Standard operators |
| D | None of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 121 |
| Question | Choose the correct option:  I. When you overload <<operator the >>operator automatically gets  overloaded  II. You can overload unary operator to work with binary operator |
| A | Only I is true |
| B | Only II is true |
| C | Both I and II are true |
| D | Neither I nor II are true |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 122 |
| Question | Choose the correct option  I.If you do not want to make use of operator overloading, you can achieve that effect using user defined function  II. The sizeof operator can be overloaded |
| A | Only I is true |
| B | Only II is true |
| C | Both I and II are true |
| D | Neither I nor II are true |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 123 |
| Question | The array subscript operator [] when overloaded cannot \_\_\_\_\_\_ |
| A | Take user defined objects are operands |
| B | Take float as an operand |
| C | Take multiple values inside (for example: [5,7] ) |
| D | None of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 124 |
| Question | The prototype of overloaded cast operator functions do not \_\_\_\_\_\_\_ |
| A | specify the type they convert to |
| B | specify the return type |
| C | need to be defined inside the class whose objects are being converted |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 125 |
| Question | Which of the following operators cannot be overloaded ? |
| A | += |
| B | << |
| C | ?: |
| D | FUNCTION CALL() |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 126 |
| Question | Which of the following operators cannot be overloaded ? |
| A | :: |
| B | Sizeof |
| C | Conditional operator ?: |
| D | All of these |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 127 |
| Question | The overloading the function operator\_\_\_\_\_\_\_\_. |
| A | requires class with overloaded operators |
| B | makes use of parameterized constructor |
| C | allows to create objects that are syntactically like functions |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 128 |
| Question | Choose the incorrect statement from the following. |
| A | Constructors can be overloaded. |
| B | Only existing operators must be overloaded |
| C | the overloaded operators must follow the syntax rules of the original operator |
| D | The overloaded operators must have atleast one operand of its class type |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 129 |
| Question | Overloading without explicit arguments to an operator function is called\_\_\_\_\_\_. |
| A | unary operator |
| B | binary operator |
| C | nested class |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 130 |
| Question | In binary overloaded function which are overloaded through friend function take\_\_\_\_\_\_\_ |
| A | three explicit arguments |
| B | two explicit arguments |
| C | one explicit argument |
| D | no argument |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 131 |
| Question | In binary overloaded function which are overloaded through member function take\_\_\_\_\_\_\_\_\_\_ |
| A | three explicit arguments |
| B | two explicit arguments |
| C | one explicit argument |
| D | no argument |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 132 |
| Question | The unary operators are overloaded by member function then it takes \_\_\_\_\_\_ |
| A | three explicit arguments |
| B | two explicit arguments |
| C | one explicit argument |
| D | no argument |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 133 |
| Question | Choose the correct choice.  I. All the operators in C++ can be overloaded.  II. We can change the basic meaning of operator while overloading it. |
| A | Only I is true |
| B | Only II is true |
| C | Both I and II are true |
| D | Neither I nor II are true |
| Answer | D |
| Marks | 1 |
| Unit | 2 |

|  |  |
| --- | --- |
| **Id** | 134 |
| Question | Which of the following operator can be overloaded through friend function ? |
| A | :: |
| B | + |
| C | = |
| D | -> |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 135 |
| Question | The name of the operator function that overloads the / symbol is\_\_\_\_\_\_\_\_. |
| A | operator /() |
| B | /op() |
| C | / operator() |
| D | op/() |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 136 |
| Question | In binary operator overloaded operator function the second operand should be\_\_\_\_\_\_. |
| A | passed by value |
| B | Implicit |
| C | passed by reference |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 137 |
| Question | Function overloading is run time polymorphisms |
| A | True |
| B | False |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 138 |
| Question | Following overloaded operator cannot be inherited by derived class\_\_\_\_\_\_\_. |
| A | > |
| B | = |
| C | \* |
| D | / |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 139 |
| Question | Choose the correct choice. |
| A | The conditional operator can be overloaded |
| B | While overloading using the friend function the binary operator requires one argument |
| C | Operator precedence cannot be changed |
| D | None of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 140 |
| Question | Which of the following operator can be overloaded through friend function ? |
| A | () |
| B | [] |
| C | -> |
| D | \* |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 141 |
| Question | When we overload we want to\_\_\_\_\_\_. |
| A | compare and copy object |
| B | assign one object to another |
| C | compare two objects |
| D | test for equality |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 142 |
| Question | Operator overloading is also called one form of polymorphism because\_\_\_\_\_\_\_. |
| A | the overloaded operators have many forms |
| B | the overloaded operators can be declared virtual |
| C | the overloaded function can perform various tasks depending upon the type of object |
| D | None of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 143 |
| Question | Overloading means |
| A | two or more methods in the same class that have same name |
| B | calling the method which has actual parameters |
| C | two or more methods having same name but present in different class |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 144 |
| Question | The inheritance mechanism provides meaning of deriving\_\_\_\_\_\_ |
| A | new operator from exciting one |
| B | new function from exciting one |
| C | new class from exciting one |
| D | all of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 145 |
| Question | A class derived from the exciting class is known as\_\_\_\_\_\_ |
| A | new class |
| B | Inheritee |
| C | derived class |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 146 |
| Question | The derived class is derived from\_\_\_\_\_\_\_\_\_\_ |
| A | derived class |
| B | base class |
| C | both a&b |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | 2 |

|  |  |
| --- | --- |
| **Id** | 147 |
| Question | Which of the following can be derived from base class in inheritace ? |
| A | data members |
| B | member function |
| C | both a&b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 148 |
| Question | The inheritance is described as a \_\_\_\_\_ relationship |
| A | has a |
| B | is a |
| C | association |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 149 |
| Question | Which of the following allows you to create derived class that inherits properties from more than one base class ? |
| A | multilevel inheritance |
| B | multiple inheritance |
| C | single inheritance |
| D | Hybrid inheritance |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 150 |
| Question | The principle by which the knowledge of general category can be applied to more specific objects is called \_\_\_\_\_ |
| A | polymorphism |
| B | overriding |
| C | inheritance |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 151 |
| Question | Parent:child is\_\_\_\_\_\_\_\_ |
| A | base:derived |
| B | derived:driven |
| C | child:super |
| D | subclass:superclass |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 152 |
| Question | What is the syntax of inheritance of a class ? |
| A | Class class \_name |
| B | Class name:access specifier |
| C | Class name:access specifier class name |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 153 |
| Question | If an attribute is private then which methods have access to it? |
| A | Only static methods in the same class |
| B | Only the methods defined in that class |
| C | Only the methods of the same package |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 154 |
| Question | Which of the following advantage cannot be achieved by using multiple inheritance? |
| A | polymorphism |
| B | dynamic binding |
| C | both a&b |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 155 |
| Question | Which of the symbol used to create multiple inheritance ? |
| A | Dot |
| B | Comma |
| C | Hash # |
| D | Dollar |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 156 |
| Question | Using multiple inheritance |
| A | there can be virtual class |
| B | it can not be include virtual class |
| C | the base classes must have only default constructor |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 157 |
| Question | The\_\_\_\_\_\_member function is declared in base class but redefined in derived class |
| A | class |
| B | overloaded |
| C | operator |
| D | virtual |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 158 |
| Question | In public inheritance \_\_\_\_\_\_ |
| A | All the members of base class are inherited and are made public |
| B | Members of base class that are not private are inherited and retain their access type |
| C | All the members of base class are inherited and retain their access type |
| D | Only public members of base class are inherited and they remain public |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 159 |
| Question | If class C is derived class of class B and class B is a derived class of A. If we instantiate class B object then the first constructor called belongs to class |
| A | A |
| B | B |
| C | can be A or B |
| D | one cannot achieve such inheritance |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 160 |
| Question | When the object of derived class expire, first the \_\_\_\_\_\_\_ is invoked followed by the \_\_\_\_\_\_\_\_. |
| A | derived class constructor, base class destructor |
| B | derived class destructor , base class destructor |
| C | base class destructor , derived class destructor |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 161 |
| Question | If class A inherits from class B then B is called \_\_\_\_\_\_\_\_ ans A is called \_\_\_\_\_\_\_\_ of B. |
| A | superclass and subclass |
| B | subclass and superclass |
| C | subclass and child class |
| D | superclass and parent class |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 162 |
| Question | What does derived class does not inherit from the base class \_\_\_\_\_\_\_. |
| A | constructor and destructor |
| B | operator=() members |
| C | friends |
| D | all of these |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 163 |
| Question | Which constructor will initialise the base class data member ? |
| A | Base class |
| B | Derived class |
| C | Derived derived class |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 164 |
| Question | If class A is a friend class of class B, if class B is friend class of class C then\_\_\_\_\_\_\_ |
| A | class C is friend class of |
| B | class A is friend class of |
| C | class A and class C do not have any friendship relation. |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 165 |
| Question | \_\_\_\_\_\_\_\_\_ class is tightly coupled with other class. |
| A | friend |
| B | virtual |
| C | abstract |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 166 |
| Question | The keyword friend is used in \_\_\_\_\_\_\_\_\_\_\_. |
| A | the class allowing access to another class |
| B | the private section of a class |
| C | the public section of a class |
| D | all of these |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 167 |
| Question | Class Test:public A, public B is an example of multiple inheritance. |
| A | False |
| B | True |
| C |  |
| D |  |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 168 |
| Question | Which of the following interface determines how your program will be used by other program? |
| A | Public |
| B | Private |
| C | Protected |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 169 |
| Question | When base class pointer points to derived class object\_\_\_\_\_\_\_\_\_\_\_ |
| A | it can access only base class members |
| B | it can access only derived class members |
| C | both base class &derived class members |
| D | None of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 170 |
| Question | The base class will offer\_\_\_\_\_ |
| A | more specific object than the derived class |
| B | more generalized version of its derived class |
| C | empty templates of its derived class |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 171 |
| Question | In my program I have overloaded TEST::operator+ and TEST::operator= What is the effect on TEST::operator+= ? |
| A | The TEST::operator+= will be automatically overloaded .first TEST::operator+ will get overloaded and then TEST::operator= |
| B | The TEST::operator+= will be automatically overloaded .first TEST::operator= will get overloaded and then TEST::operator+ |
| C | TEST::operator+= will made invalid |
| D | There will be no effect because all three are independent |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 172 |
| Question | What will happen on execution of the following code ?  Class base  {  };class derived: protected base  {  }; |
| A | It will not compile as the class body of the base class is not defined |
| B | It will not compile as the class body of the derived class is not defined |
| C | It will compile successfully |
| D | The compilation of above code is dependent upon the type of data provided to it |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 173 |
| Question | The base class will offer\_\_\_\_\_ |
| A | more specific object than the derived class |
| B | more generalized version of its derived class |
| C | empty templates of its derived class |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 174 |
| Question | The hybrid inheritance is \_\_\_\_\_ |
| A | multiple inheritance |
| B | multilevel inheritance |
| C | multipath inheritance |
| D | both a &c |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 175 |
| Question | Ho  w many types of inheritance are there |
| A | 1 |
| B | 2 |
| C | 4 |
| D | 5 |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 176 |
| Question | Choose the correct option |
| A | a) a constructor can not be called explicitly |
| B | b) a destructor is not inherited |
| C | c) constructor can not be inherited |
| D | d) All of these |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 177 |
| Question | Suppose class derived is derived from a class Base. Both the classes contain the  Function name display() that take no argument. What will be the statement in the class derived which will called the display function of base class |
| A | Display() |
| B | Base:display() |
| C | Base ::display() |
| D | Can make such a cell |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 178 |
| Question | Suppose class derived is derived from a class Base privately. The object of class Derived is located in main() can access\_\_\_\_\_\_\_. |
| A | public members of base |
| B | private member of base |
| C | protected members of base |
| D | public members of derived |
| Answer | D |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 179 |
| Question | Multiple inheritance causes for a derived class to have \_\_\_members. |
| A | ambiguous |
| B | public |
| C | private |
| D | protected |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 180 |
| Question | What will be the first line of specifier for the class tier, wheel &rubber. Make use of public rubber |
| A | Class Tier:public wheel, public rubber |
| B | Class wheel:public tier, public rubber |
| C | Class rubber:public tier, public wheel |
| D | none of these |
| Answer | A |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 181 |
| Question | Which is the correct class defination for class C ,Which inherits from A &B classes |
| A | Class C:A,B |
| B | Class C::A,B |
| C | Class C:public A,public B |
| D | Class C:: public A,Public B |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 182 |
| Question | The ability of function or operator to act in different ways on different data type is called\_\_\_\_\_\_\_\_\_\_\_ |
| A | inheritance |
| B | polymorphism |
| C | encapsulation |
| D | none of these |
| Answer | B |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 183 |
| Question | \_\_\_\_\_class that declares or inherits a virtual function. |
| A | Encapsulation data |
| B | Inherited class |
| C | Polymorphic class |
| D | none of these |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 184 |
| Question | Choose the correct option. |
| A | A base class may have more then one derived class |
| B | Derived class may have more than one derived class |
| C | Both a &b |
| D | Neither a nor b |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 185 |
| Question | reusability is provided by which feature of c++ |
| A | polymorphisms |
| B | abstraction |
| C | derivation |
| D | none of the above |
| Answer | C |
| Marks | 1 |
| Unit | II |

|  |  |
| --- | --- |
| **Id** | 186 |
| Question | What types of derivations are supported by c++? |
| A | single |
| B | multiple |
| C | multilevel |
| D | all of the above |
| Answer | D |
| Marks | 1 |
| Unit | II |
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* Which of these is used to access members of class before the object of that class is created?  
  a) public  
  b) private  
  c) static  
  d) protected
* Which of these base classes are accessible to the derived class members?  
  a) static  
  b) protected  
  c) private  
  d) Shared
* What is the process by which we can control what parts of a program can access the members of a class?

a.Polymorphism

b.Abstraction

c.Encapsulation

d.Recursion

* What is an abstract class in C++?  
  a) Class specifically used as a base class with atleast one virtual functions  
  b) Class specifically used as a base class with atleast one pure virtual functions  
  c) Class from which any class is derived  
  d) Any Class in C++ is an abstract class

Explanation: An abstract class is defined as a class which is specifically used as a base class. An abstract class should have atleast one pure virtual function.

* Which is the correct syntax of defining a pure virtual function?  
  a) pure virtual return\_type func();  
  b) virtual return\_type func() pure;  
  c) virtual return\_type func() = 0;  
  d) virtual return\_type func();

Answer: c  
Explanation: virtual return\_type function\_name(parameters) = 0; where {=0} is called pure specifier.

* Which is the correct statement about pure virtual functions?  
  a) They should be defined inside a base class  
  b) Pure keyword should be used to declare a pure virtual function  
  c) Pure virtual function is implemented in derived classes  
  d) Pure virtual function cannot implemented in derived classes  
  Explanation: A pure virtual function does not have a definition corresponding to base class. All derived class may or may not have an implementation of a pure virtual function. there is no pure keyword in C++.
* Pick the correct statement.  
  a) Pure virtual functions and virtual functions are the same  
  b) Both Pure virtual function and virtual function have an implementation in the base class  
  c) Pure virtual function has no implementation in the base class whereas virtual function may have an implementation in the base class  
  d) The base class has no pure virtual function  
  Explanation: Pure virtual function has no implementation in the base class whereas virtual function may have an implementation in the base class. The base class has at least one pure virtual function
* 1. Which among the following is the main characteristic of class?

a) Inheritance

b) Encapsulation

c) Polymorphism

d) Object creation

Answer: b

Explanation: The classes are made to encapsulate the data and properties that are most similar and can be grouped together inside a single class. This single class can represent all of those features by creating its instances.

Which of the following is not recommended in a header file?
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Q. A function that does the same operation on different data types is to be implemented using \_\_\_\_\_\_\_\_\_\_.

A. macros

B. overloading

C. function templates

D. default arguments

Q. At what time a variable comes into existence in memory, is determined by its \_\_\_\_\_\_\_\_\_\_.

A. scope

B. storage class

C. data type

D. all of the above

Which of the following specifiers need not be honored by the compiler?

A.register

B.inline

C.static

D.Both (a) & (b

Option: D

Register and inline are not compiler directives but rather request to the compiler. These requests need not be honored by the compiler.

Q. Which of the following cannot be declared static?

A. Class

B. Object

C. Functions

D. Member variables

17: The order in which operands are evaluated in an expression is predictable if the operator is;

A.\*

B.+

C.%

D.&&

Option: D

Which of the following correctly describes C++ language?

A. Statically typed language

B. Dynamically typed language

C. Both statically and dynamically typed language

D. Type-less language

Q. Which of the following keyword supports dynamic method resolution?

A. abstract

B. virtual

C. dynamic

D. typeid

Correct Answer : OPTION B, virtual. The virtual keyword indicates that the virtual method will be resolved at runtime(i.e., the method resolution is dynamic

Q. Which of the following is the most common way of implementing C++?

A. C++ programs are directly compiled into native code by a compiler.

B. C++ programs are first compiled to intermediate code by a compiler and then executed by a virtual machine.

C. C++ programs are interpreted by an interpreter.

D. A C++ editor directly compiles and executes the programs.

Correct Answer : OPTION A, C++ programs are directly compiled into native code by a compiler.

What is the implicit pointer that is passed as the first argument for non-static member functions?

A. 'self' pointer

B. std::auto\_ptr pointer

C. 'myself' pointer

D. 'this' pointer

If X is the name of the class, what is the correct way to declare copy constructor of X?

A. X(X arg)

B. X(X\* arg)

C. X(const X\* arg)

D. X(const X& arg)

Correct Answer : OPTION D, X(const X& arg). The copy constructor takes a const reference to the class type as the argument.

Q. How many copies of a class's static member are shared between objects of the class?

A. A copy of the static member is shared by all objects of a class.

B. A copy is created only when at least one object is created from that class.

C. A copy of the static member is created for each instantiation of the class.

D. No memory is allocated for static members of a class.

Which of the following member functions is resolved dynamically?

A. static member function

B. const member function

C. virtual member function

D. non virtual member function

Which of the following type of class allows only one object of it to be created?

((OPTION\_A)) Virtual class

((OPTION\_B)) Abstract class

((OPTION\_C)) Singleton class

((OPTION\_D)) Friend class

Which of the following statements is correct?

((OPTION\_A)) Base class pointer cannot point to derived class

((OPTION\_B)) Derived class pointer cannot point to base class

((OPTION\_C)) Pointer to derived class cannot be created.

((OPTION\_D)) Pointer to base class cannot be create

Which of the following is not the member of class?

((OPTION\_A)) Static function

((OPTION\_B)) Friend function

((OPTION\_C)) Const function

((OPTION\_D)) Virtual function

Which of the following concepts means determining at runtime what

method to invoke?

((OPTION\_A)) Data hiding

((OPTION\_B)) Dynamic Typing

((OPTION\_C)) Dynamic binding

((OPTION\_D)) Dynamic loading

How many instances of an abstract class can be created?

((OPTION\_A)) 1

((OPTION\_B)) 5

((OPTION\_C)) 15

((OPTION\_D)) 0

Which of the following cannot be friend?

((OPTION\_A)) Function

((OPTION\_B)) Class

((OPTION\_C)) Object

((OPTION\_D)) Operator function

Which of the following concepts of OOPS means exposing only necessary

information to client?

((OPTION\_A)) Encapsulation

((OPTION\_B)) Abstraction

((OPTION\_C)) Data hiding

((OPTION\_D)) Data binding

What is the Standard Template Library?

a) Set of C++ template classes to provide common programming data structures and

functions

b) Set of C++ classes

c) Set of Template functions used for easy data structures implementation

d) Set of Template data structures only

2. Pick the correct statement.

a) STL is a generalized library

b) Components of STL are parameterized

c) STL uses the concept of templates classes and functions to achieve generalized

implementation

d) All of the mentioned

How many components STL has?

a) 1 b) 2

c) 3 d) 4

4. What are the containers?

a) Containers store objects and data

b) Containers stores all the algorithms

c) Containers contain overloaded functions

d) Containers contain set of Iterators

5. In how many categories, containers are divided?

a) 1

b) 2

c) 3

d) 4

6. What are the Sequence Containers?

a) Containers that implements data structures which can be accessed sequentially

b) Containers that implements sorted data structures for fast search in O(logn)

c) Containers that implements unsorted(hashed) data structures for quick search in O(1)

d) Containers that implements data structures which can be accessed non-sequentially

7. How many Sequence Containers are provided by C++?

a) 2

b) 3

c) 4

d) 5

What are the Associative Containers?

a) Containers that implements data structures which can be accessed sequentially

b) Containers that implements sorted data structures for fast search in O(logn)

c) Containers that implements unsorted(hashed) data structures for quick search in O(1)

d) Containers that implements data structures which can be accessed non-sequentially

What are Iterators?

a) Iterators are used to iterate over C-like arrays

b) Iterators are used to iterate over pointers

c) Iterators are used to point memory addresses of STL containers

d) Iterators are used to iterate over functions

15. Which header file is used for Iterators?

a) <iterator>

b) <algorithm>

c) <iter>

d) <loopIter>

16. What will be the output of the following C++ code?

#include <vector> #include <algorithm>

#include <iostream>using namespace std;

int main()

{vector<int> v;

for(int i=0;i<10;i++)

{v.push\_back(i+1);}

for(int i=0;i<10;i++)

{cout<<v[i]<<" ";

cout<<endl;

random\_shuffle(v.begin(), v.end());}

for(int i=0;i<10;i++)

{cout<<v[i]<<" ";}

return 0;

}

a)

1 2 3 4 5 6 7 8 9 10

5 4 8 9 1 6 3 2 7 10

17. What is the property of stable sort function provided by the STL algorithm?

a) sorts the elements of a sequence in ascending order preserving the relative order of equivalent

elements

b) sorts the elements of a sequence in descending order preserving the relative order of equivalent

elements

c) arranges the sequence randomly preserving the relative order of equivalent elements

d) same as sort function of STL algorithm

18. What is the property of partial sort function provided by the STL algorithm?

a) sorts the elements before the middle element in ascending order and remaining elements are left without any specific order

b) sorts the elements before the middle element in descending order and remaining elements are left without any specific order

c) sorts the elements after the middle element in ascending order and remaining elements are left without any specific order

d) sorts the elements after the middle element in descending order and remaining elements are left without any specific order

19. What will be the output of the following C++ code?

#include <iostream>

#include <algorithm>

#include <vector>

using namespace std;

int main ()

{

vector<int> v = {4,2,10,5,1,8};

sort(v.begin(), v.end());

if (binary\_search(v.begin(), v.end(), 4))

cout << "found.\n";

else

cout << "not found.\n";

return 0;

}

a) found.

b) not found.

c) Error

d) Segmentation fault

20. What will be the output of the following C++ code?

#include <iostream>

#include <algorithm>

#include <vector>

using namespace std;

int main ()

{

vector<int> v = {4,2,10,5,1,8};

if (binary\_search(v.begin(), v.end(), 4))

cout << "found.\n";

else

cout << "not found.\n";

return 0;

}

a) found.

b) not found.

c) Error

d) Segmentation fault

21. Which function can be used to find the sum of a vector container?

a) findsum()

b) accumulate()

c) calcsum()

d) checksum()

22. Which header file is required to use accumulate() function?

a) <algorithm>

b) <numeric>

c) <vector>

d) <iostream>

What is meaning of template parameter?

a)It is used to pass a type as argument

b)Used to evaluate a type

c)It can of no return type

d)None of the mentioned

\_\_\_\_\_\_Keyword is used in template.

Class

Typename

Both a and b

Using

What is scope of template parameter?

Inside a block only

Inside the class only

Throughout program

All of the above

Function overloading is also similar to which of the following

Operator overloading

Destructor overloading

Constructor overloading

Virtual function

Template are of types

Function template

Class template

Both a and b

None of the above

Class template can be created using\_\_\_\_\_\_\_\_syntax.

Template<class T>class classname

Template<class T1,class T2> class classname

Both a and b

None of the above mentioned

Syntax for creating a function template is

A.Template<typename t>returntype function name

B.Template<class T> returntype function name

C.Both a and b

D.None of the above mentioned

Pick up the correct statement

i)template allow us to define generic classes and functions

ii)template support generic programming

iii)function template overloading is possible

A.i only

B.i and ii only

C.ii and iii only

D.i, ii and iii

Template function can be overloaded

A.True

B.False Why we use :: template-template parameter?

A.binding

B.rebinding

C.both a &b

D.none of these

Which of the things does not require instantiation?

A.functions

B.non virtual member function

C.member class

D.all of the mentioned

A template provides a convenient way to make a family of

A.variables.

B.functions

C.classes

D.B and C

Templates automatically create different versions of a function, depending on user input.

A.TRUE

B.FALSE A template class

A.is designed to be stored in different containers.

B.works with different data types.

C.generates objects which must all be identical.

D.generates classes with different numbers of member functions.

There can be more than one template argument.

A.TRUE

B.FALSE

Actual code for a template function is generated when

A.the function declaration appears in the source code.

B.the function definition appears in the source code.

C.a call to the function appears in the source code.

D.the function is executed at runtime.

An exception is typically caused by

A.the programmer who writes an application’s code.

B.the creator of a class who writes the class member functions.

C.a runtime error.

D.an operating system malfunction that terminates the program.

Statements that might cause an exception must be part of a catch block.

A.TRUE

B.FALSE

Exceptions are thrown

A.from the catch block to the try block.

B.from a throw statement to the try block.

C.from the point of the error to a catch block.

D.from a throw statement to a catch block.

A statement that throws an exception does not need to be located in a try block.

A.TRUE

B.FALSE The following is/are errors for which an exception would typically be thrown:

A.An excessive amount of data threatens to overflow an array.

B.new cannot obtain the requested memory.

C.A power failure shuts down the system.

D.A and B

Additional information sent when an exception is thrown may be placed in

A.the throw keyword.

B.the function that caused the error.

C.the catch block.

D.an object of the exception class. A program can continue to operate after an exception has occurred.

A.TRUE

B.FALSE

What is the output of following program?

#include <iostream> using namespace std;

int main()

{int x = -1;

try {

cout <<"Inside try \n";

if (x <0){

throw x;

cout <<"After throw \n";

}}

catch (int x ) {

cout <<"Exception Caught \n";

}

cout <<"After catch \n";

return 0;

}

B.Inside try

Exception Caught

After catch

What is the advantage of exception handling?

1) Remove error-handling code from the software's main line of code.

2) A method writer can chose to handle certain exceptions and delegate others to the caller.

3) An exception that occurs in a function can be handled anywhere in the function call stack.

A.Only 1

B.1, 2 and 3

C.1 and 3

D.1 and 2

What should be put in a try block?

1. Statements that might cause exceptions

2. Statements that should be skipped in case of an exception

A.Only 1

B.Only 2

C.Both 1 and 2

D.None of the above

What is the output of following program

#include<iostream> using namespace std;

class Base {};

class Derived: public Base {};

int main()

{Derived d;

try {

throw d; }

catch(Base b) {

cout<<"Caught Base Exception";}

catch(Derived d) {

cout<<"Caught Derived Exception";}

return 0;

}

A.Caught Derived Exception

B.Caught Base Exception

C.Caught Derived Exception and Caught Base Exception

D.Compiler Error

What is the output of following program?

#include <iostream> using namespace std;

int main()

{ try

{throw 10; }

catch (...)

{ cout <<"default exception\n"; }

catch (int param)

{cout <<"int exception\n";}

return 0;

}

A.default exception

B.int exception

C.default exception int exception

D.Compiler Error

What is the output of following program?

#include <iostream> using namespace std;

class Test {

public:

Test() { cout <<"Constructing an object of Test "<<endl; }

~Test() { cout <<"Destructing an object of Test " <<endl; }

};

int main() {

try {Test t1;

throw 10;

} catch(int i) {

cout <<"Caught "<<i <<endl;

}

}

A.Caught 10

B.Constructing an object of Test

Caught 10

C.Constructing an object of Test

Destructing an object of Test

Caught 10

D.Compiler Errror

What happens in C++ when an exception is thrown and not caught anywhere like following program?

#include <iostream>

using namespace std;

int fun() throw (int)

{ throw 10;

}

int main() {

fun();

return 0;

}

A.Compiler error

B.Abnormal program termination

C.Program doesn't print anything and terminates normally

D.None of the above

Which alternative can replace the throw statement ?

A.Exit

B.For

C.Break

D.Return

Which of the following keyword can not be appered inside the class?

A.Virtual

B.Static

C.Template

D.Friend

What is template?

A.Template is formula for creating a generic class

B.Template is used to manipulate class

C.Template is used for creating functions

D.None of these

Select the correct syntax of template:

A.Template

B.Template<>

C.Temp

D.None of these

A class is generated from template class is called \_\_\_\_\_\_\_.

A.inherited class

B.derived class

C.generated class

D.subclass

\_\_\_\_\_\_\_\_ is useful when template of template is used?

A.Friend function

B.Static function

C.Typedef

D.Inheritance

Which of the C++ feature allows you to create classes that are dynamic for using data types?

A.Templates

B.Inheritance

C.Polymorphism

D.Information hiding

A function template means \_\_\_\_\_\_\_.

A.creating a function having exact type

B.creating a function without having to specify exact type

C.both a and b

D.none of these

Which of the following is used to describe the function using placeholder type?

A.Template type parameter

B.Template parameter

C.Template type

D.None of these

String template is used \_\_\_\_\_.

A.to replace a string.

B.to replace a string with another string

C.to delete a string

D.none of these

Maximum number of template argument in function template is \_\_\_\_\_\_\_.

A.two

B.three

C.four

D.many

Template function must have

A.one or more than one argument

B.zero argument

C.only one argument

D.at least two arguments

Template function must have at least \_\_\_\_\_\_\_\_ generic data type.

A.zero

B.one

C.two

D.none of these

Templates provide way of abstracting \_\_\_\_\_\_ information.

A.type

B.data

C.method

D.access

If you create instantiation of a class template with an int and then create a second instantiation with a double then

A.once the function is used for one data type it becomes unavailable for other type

B.you can not perform this kind of operation in C++

C.you must precede each function call with the word int or double

D.none of these

If templates were removed from C++,Which of the following will be true?

I. Some algorithms could no longer be implemented

II. Any particular algorithms could still be implemented but often less elegantly.

A.Only I is true

B.Only II is true

C.Both I and II is true

D.None of these

In the template <class T>declaration of T stands for \_\_\_\_\_\_\_\_.

A.integer data type

B.arbitary class

C.generic data types

D.none of these

What is the meaning of template parameter?

A.It is used to pass a type as argument

B.It is used to evalute a type

C.It has no return type

D.None of these

What can be passed by non-type template parameter during compile time?

A.Int

B.Double

C.Char

D.constant expression

Choose the correct statement from the following:

A.Template function will take long time to execute

B.Template functions are written when you want to have only one code for many different types

C.due to template function the duplicate code will get increased

D.None of these

How many types of templates are there in c++?

A.Two

B.Three

C.Four

D.None Of These

What is the task of compiler while handling template?

A.type association

B.Portability

C.code elimination

D.all of the above

What should be the name of the parameter that the template should take?

A.same as class

B.same as function

C.same as template

D.none of thesE Which keyword can be used with template?

ATypename

B.Operator

C..both a and b

D.None of these

Which of the following describes a difference between template function and

template class in c++?

A.The compiler determines the type of a template function's arguments, but the types of template classes must be stated explicitly when declaring objects

B.template functions cannot be defined for user-defined types, but template classes can

C.template classes cannot be defined for user-defined types,but templatefunctions can.

D.None Of These

What is the validity of templet parameter?

A.Inside the class

B.Inside the block

C.whole program

D.None of these

Which of the following does not required installation ?

A.Non virtual member function

B.Member class

C..Function

D.All of above

Which keyword is used to handle the exception ?

A.Try

B.Catch

C.Throw

D.Exception

What is the use of the keyword finally ?

A.It is used at the start of the program for handling all the exceptions

B.It is used at the end of the program to handle all the exceptions

C.It can be used anywhere in the program to handle all the exceptions

D.None of these Which of the following most preferred way of throwing and handling exception?

A.Throw by value and catch by reference

B.Throw by reference and catch by value

C.Throw by value and catch by value

D.None of these

Which of the following is the most general exception handler that catches exception of any type?

A.Catch(std::exception)

B.Catch(std:any\_exception)

C.Catch(...)

D.Catch()

Which of the following causes an exception

A.Missing parenthesis in main()

B.Calling a function which is not present

C.A syntax error

D.a run time error

Which block should be placed after try block ?

A.Throw

B.Catch

C.both a or b

D.none of these

Choose the correct statement

A.Exception are not suitable for critical points in the program

B.Exception are suitable for critical points in the program

C.Both a&b

D.None of these

In C++ program handling, a try block must be followed by \_\_\_\_\_catch blocks

A.exactly one

B.one or more

C.exactly two

D.none of these

The process of handling the actual exception occurs \_\_\_\_\_\_\_\_\_

A.inside the program

B.outside the program

C.both a &b

D.none of these

Which of the following is used to check the error in the block?

A.Try

B.Throw

C.Catch

D.None of these

What should be present when throwing object ?

A.Constructor

B.Destructor

C.copy constructor

D.none of these

For handling the exception in C++ \_\_\_\_\_\_\_ are used

A.catch handlers

B.exception handlers

C.Pointers

D.none of these

For handling the exceptions in C++ \_\_\_\_\_\_\_\_\_ is used .

A.handler function

B.terminate function

C.both a &b

D.none of these

How many parameters does the throw expression can have ?

A.0

B.1

C.2

D.3

What kind of exceptions are used in C++

A.Handled

B.Unhandled

C.Static

D.Dynamic

What will happen when exception is uncaught?

A.Arise an error

B.program will run

C.execute in a loop

D.none of these

Choose the correct statement

A.A function can throw any type of exception

B.a function can throw an exception of certain type only

C.A exception can't throw any type of exception

D.none of thesE

What function will be called when we have uncaught exception?

A.Catch

B.Throw

C.Terminate

D.none of these

What will happen when a programs throws any other of exception other than specified ?

A.still execute

B.Terminate

C.raise an error

D.none of these.

Which statement is used to catch all types of exceptions?

A.catch()

B.catch(Test t)

C.catch

D.None of these

Which keyword can be used as a template

A.Exception

B.Typename

C.both a & b

D.Function

An Exception is thrown using \_\_\_\_\_\_\_\_\_\_\_\_\_keyword in cpp

A.Throws

B.Throw

C.Threw

D.Thrown

Which parameter is legal for non-type template?

A.pointer to member

B.object

C.class

D.none of these Which of the things does not require instantiation?

A.functions

B.Non virtual member function

C.member class

D.all of these

Which of the following permits function overloading on c++?

A.Data Type

B.Number of arguments

C.A &B both

D.none of these

Function overloading is also similar to which of the following?

A.Operator Overloading

B.Constructer overloading

C.Destructor overloading

D.none of the above

Which is dependent on template parameter

A.base class

B.abstract class

C.method

D.none of the above

Which is used to handle the exceptions in c++?

A.catch handler

B.handler

C.exception handler

D.all of these

Which is called on allocating the memory for array of objects?

A.Function

B.Method

C.Destructor

D.Constructor

Which value is placed in the base class?

A.Inherited value

B.Derived value

C.Default type values

D.Both a and b

\_\_\_\_\_\_\_\_\_\_is used to perform the generic programming.

A.Class

B.Template

C.Function

D.Inheritance

A template can be considered as a kind of macros

A.True

B.False

We can not define more than 2 placeholder in class/function template.

A.False

B.True

When template is defined with parameter that would be replaced by specified \_\_\_\_\_\_\_at the time of actual use of class or function.

A.Keyword

B.Operator

C.Datatype

D.None of the above mentioned Templates sometimes called as \_\_\_\_\_\_\_\_\_\_\_

A.Parameterized classes

B.Parameterized function

C.Both a and b

D.None of the above mentioned

Exceptions are of type

A.Synchronous

B.Asynchronous

C.Both a and b

D.None of the above mentioned

“out-of-range”, “overflow” are the type of exceptions

A.Asynchronous

B.Synchronous

C.Default

D.None of the above

The most type of error--------.

A.Logical error

B.Syntactic error

C.Both a and b

D.Class

Run time error is known as \_\_\_\_\_\_

A.Logical error

B.Syntactic error

C.Exception

D.All of the above mentioned

How the exception is throw

A.throw exception

B.throw(exception)

C.throw

D.All of the above

Can we throw exception more than one time

A.True

B.False

Which statement we have to use rethrowing exception

A.throw(exception)

B.Throw

C.Both a and b

D.None of the above mentioned

Question Exception can be handle if\_\_\_\_\_\_\_

A.Throwing argument is match with catch block

B.Throwing argument is not match with catch block

C.Exception is not thrown

D.None of the abve

With this concept same algorithm can be used for different data types

A.Procedure oriented paradigm

B.Generic programming

C.Both a and b

D.None of the abovE

Template is a way creating generalize functions and classes which are applicable for all data types

A.False

B.True

Class template is applicable for \_\_\_.

A.For function only

B.For that class only

C.Both a and b

D.None of the above mentioned

Function template is applicable for\_\_\_\_\_\_\_\_\_.

A.For function only

B.For that class only

C.Both a and b

D.None of the above mentioned

How many kinds of parameters are there in c++

A.1

B.2

C.3

D.4

Which type of program is recommended to include in try block

A.Static memory allocation

B.Dynamic memory allocation

C.Const reference

D.Pointer

Answer How to handle error in destructor

A.Throwing

B.Terminate

C.Both a and b

D.None of the mentioned

In catch statement we have multiple parameters

A.Yes

B.No

------kind of exceptions are in c++.

A.Handled

B.Static

C.Both a and b

D.Unhandled

Pick up the correct statement

A.To throw exception we have to use catch statement

B.Error occurring code is placed in try block

C.We can not have multiple throwing mechanism in c++

D.Both and b

Answer

Can we used constructor for exception handling

A.Yes

B.No

Class template can be overloaded

A.True

B.False

\_\_\_\_\_\_is a generic class handler

A.Catch(---)

.B.Catch(-,-)

C.Catch(…)

D.Catch(void)

If the exception is not handled then which standard library function get invoked

A.stop()

B.terminate()

C.Read()

D.Write()

Exception can be only built in type

A.True

B.False

What will be output of program

#include<iostream>

using namespace std;

template<class T>

T display(T x)

{cout<< “using template x=”<<x<<“\n”;}

int display(int x)

{cout<<“Normal display x=”<<x <<“\n”;}

int main()

{display(2.3);

display(3);

diplay(1.1);}

B.using template x=2.3

Normal display x=3

using template x=1.1

In nested try blocks, there is no need to specify catch handler for inner try block. Outer catch handler is sufficient for the program

ATrue

BFalse

Can we write try block within try block

ATrue

BFalse

Can we prevent a function from throwing any exceptions

AYes

BNo

What is return type of uncaught\_exception() is----

A.Char\*

B.Double

C.Int

D.Bool

Can we write a throw statement inside catch statement

A.Yes

B.No

We can define our own exceptions in c++

AFalse

BTrue

Stack unwinding deals with

A.Polymorphism

B.inheritance

C.Exception handling

D.Classes

Pick up the correct statement

•Catch statement be placed immediately after try block

•It can have multiple parameters

•There must be multiple catch handler for a try block

•Generic catch statement we can placed anywhere in program

A.i and ii

B.i and iii

C.i and iv

D.i , ii and iii

Generic catch should be placed at

A.End of all statement

B.Before try

C.Before throw

D.Inside try

Irrespective of exception occurrence, catch handler will be always executed

A.Yes

B.No

From where does the template class can derived

A.Regular non-templated c++ class

B.Templated class

C.Both a and b

D.None of the above mentioned

What is done by compiler for templates

A.Type-safe

B.Code elimination

C.Portability

D.All of the above mentioned Catch handler itself may detect and throw an exception

A.True

B.False

If the thrown exception will not be caught by any catch statement then it will be passed to next outer try/catch sequence for processing.

AFalse

BTrue

While specifying the exceptions, the type-list specifies the\_\_\_\_\_\_\_\_ that may be thrown.

A.How many exceptions

B.Type of exception

C.Both a and b

D.None of the above mentioned

When an exception is rethrown ,it will not be caught by the\_\_\_\_\_\_\_\_\_\_or other catch in that group.

A.Same catch

B.Nested catch

C.Both a and b

D.None of the above mentioned

Try block can throw any exception

A.True

B.False

Pick up the correct statement from the following

1. Multiple catch statement are there in c++.
2. We have generic catch statement to handle all type of exception
3. Try block is used to throw and exception

A.i and iii

B.i

C.ii

D.i and ii only

When an exception is not caught

A.Program is go in wait condition

B.Program is aborted

C.Program works fine way

D.None of the above mentioned

We can place two or more catch blocks together to catch and handle multiple types of exceptions thrown by a try blocks

A.True

B.False

It is also possible to make a catch statement to catch all types of exceptions using ellipses as its arguments

A.True

B.False

We can restrict a function to throw only a set of specified exceptions by adding a throw specification clause to the function definition.

A.True

B.False

We may also use non-type parameters such basic or derived data types as arguments template

ATrue

B.False

Pick up the correct statement from the following related with overloading of template functions

•Call an ordinary function that has an exact match

•Call a template function that could be created with an exact macth

•Try normal overloading resolution to ordinary functions and call the one that matches

A.1 and 2 only

B.2 and 3 only

C.All of the above

D.None of the above mentioned What will be output of the a following program

#include<iostream>

using namespace std;

template <class T>

void display(T x)

{cout<<“Template display:”<<x<< “\n”;}

void display(int x)

{cout<<“Explicit display:”<<x <<“\n”;}

int main()

{display(100);

display(12.34);

display(‘c’);}

B.Explicit display:100

Template display:12.34

Template display: c

What will be output of program

#include <iostream>

using namespace std;

int main()

{cout <<"Start\n";

try {

cout <<"Inside try block\n";

throw 100;

cout << "This will not execute";

}

catch (int i) {

cout <<"Caught an exception -- value is: ";

cout <<i <<"\n";

}

cout <<"End";

return 0;

}

A.Start

Inside try block

Caught an exception -- value is: 100

End

What will be output of following program

#include <iostream>

using namespace std;

void Xhandler(int test)

{

try{

if(test) throw test;

else throw "Value is zero";

}

catch(int i) {

cout << "Caught Exception #: " <<i <<'\n';

}

catch(const char \*str) {

cout <<"Caught a string: ";

cout << str <<'\n';

}

}

int main()

{

cout <<"Start\n";

Xhandler(1);

Xhandler(2);

Xhandler(0);

Xhandler(3);

cout << "End";

return 0;

}

C.Start

Caught Exception #: 1

Caught Exception #: 2

Caught a string: Value is zero

Caught Exception #: 3

End

What will be output of program

#include <iostream>

using namespace std;

void Xhandler(int test)

{

try{

if(test==0) throw test; // throw int

if(test==1) throw 'a'; // throw char

if(test==2) throw 123.23; // throw double

}

catch(int i) { // catch an int exception

cout <<"Caught an integer\n";

}

catch(...) { // catch all other exceptions

cout <<"Caught One!\n";

}

}

int main()

{

cout <<"Start\n";

Xhandler(0);

Xhandler(1);

Xhandler(2);

cout <<"End";

return 0;}

C.Start

Caught an integer

Caught One!

Caught One!

End

What will be output of following program

#include <iostream>

using namespace std;

template <class Type1, class Type2> class myclass

{

Type1 i;

Type2 j;

public:

myclass(Type1 a, Type2 b) { i = a; j = b; }

void show() { cout <<i << ' ' <<j <<'\n'; }

};

int main()

{

myclass<int, double>ob1(10, 0.23);

myclass<char, char \*>ob2('X', "Templates add power.");

ob1.show(); // show int, double

ob2.show(); // show char, char \*

return 0;

}

A.10 0.23

X Templates add power.

B.0.23 10

X Template add power

C.10 10

X template add power

D.Compilation error

We can combine operator overloading with a class

A.True

B.False

If you overload a generic function, that overloaded function overrides (or "hides") the generic function relative to that specific version.

A.True

B.False

What will be output of following programming

#include <iostream>

using namespace std;

template <class T>

T GetMax (T a, T b) {

T result;

result = (a>b)? a : b;

return (result);

}

int main () {

int i=5, j=6, k;

long l=10, m=5, n;

k=GetMax<int>(i,j);

n=GetMax<long>(l,m);

cout <<k << endl;

cout <<n <<endl;

return 0;

}

A.6

10

B.5

5

C.10

10

D.Compilation error

What will be output of following program

#include <iostream>

using namespace std;

template <class T>

class mypair {

T a, b;

public:

mypair (T first, T second)

{a=first; b=second;}

T getmax ();

};

template <class T>

T mypair<T>::getmax ()

{

T retval;

retval = a>b? a : b;

return retval;

}

int main () {

mypair <int>myobject (100, 75);

cout << myobject.getmax();

return 0;

}

A.75

B.100

C.75

100

D.Compilation error

What will be output of following program

#include <iostream>

#include <exception>

using namespace std;

class myexception: public exception

{

virtual const char\* what() const throw()

{

return "My exception happened";

}

} myex;

int main () {

try

{

throw myex;

}

catch (exception&e)

{

cout << e.what() <<endl;

}

return 0;

}

A.Exception happened

B.My exception happened.

C.Run Time error

D.Compilation error

Pick up the correct statement from following

1.Exception handling is not supported c++

2.Template support generic programming in c++

3.overloading of function template is possible in c++

4.generic catch template can handle all types of exceptions

A.2 and 3 only

B.3 and 4 only

C.1, 2 and 3 only

D.2, 3 and 4 only

What does the following statement mean?

int (\*fp)(char\*)

A.pointer to a pointer

B.pointer to an array of chars

C.pointer to function taking a char\* argument and returns an int

D.function taking a char\* argument and returning a pointer to int

The operator used for dereferencing or indirection is \_\_\_\_

\*

&

->

–>>

Choose the right option

string\* x, y;

A.x is a pointer to a string, y is a string

B.y is a pointer to a string, x is a string

C.both x and y are pointer to string types

D.none of the mentioned

Which one of the following is not a possible state for a pointer?

A.hold the address of the specific object

B.point one past the end of an object

C.Zero

D.point to a byte

Which of the following is illegal?

A.int \*ip;

B.string s, \*sp = 0;

C.int i; double\* dp = &i;

D.int \*pi = 0;

#include <iostream>

using namespace std;

int main()

{

int a = 5, b = 10, c = 15;

int \*arr[ ] = {&a, &b, &c};

cout <<arr[1];

return 0;

}

A.10

B.15

C.20

D.Random number

The correct statement for a function that takes pointer to a float, a pointer to a pointer to a char and returns a pointer to a pointer to a integer is

A.int \*\*fun(float\*\*, char\*\*)

B.int \*fun(float\*, char\*)

C.int \*\*\*fun(float\*, char\*\*)

D.int \*\*\*fun(\*float, \*\*char)

#include <iostream>

using namespace std;

int main()

{

char arr[20];

int i;

for(i = 0; i < 10; i++)

\*(arr + i) = 65 + i;

\*(arr + i) = '\0';

cout << arr;

return(0);

}

A.ABCDEFGHIJ

B.AAAAAAAAA

C.JJJJJJJJJJJJ

D.None

#include <iostream>

using namespace std;

int main()

{

char \*ptr;

char Str[] = "abcdefg";

ptr = Str;

ptr += 5;

cout << ptr;

return 0;

}

A.fg

B.cdef

C.defg

D.abcd

Which rule will not affect the friend function?

A.private and protected members of a class cannot be accessed from outside

B.private and protected member can be accessed anywhere

C.both a &b

D.None

#include <iostream>

using namespace std;

class Box

{

double width;

public:

friend void printWidth( Box box );

void setWidth( double wid );

};

void Box::setWidth( double wid )

{

width = wid;

}

void printWidth( Box box )

{

box.width = box.width \* 2;

cout << "Width of box : " << box.width << endl;

}

int main( )

{

Box box;

box.setWidth(10.0);

printWidth( box );

return 0;

}

A.40

B.5

C.10

D.20

Pick out the correct statement.

A.A friend function may be a member of another class.

B.A friend function may not be a member of another class.

C.A friend function may or may not be a member of another class.

D.None of the mentioned

Where does keyword ‘friend’ should be placed?

A.function declaration

B.function definition

C.main function

D.None

#include <iostream>

using namespace std;

class sample

{

private:

int a, b;

public:

void test()

{

a = 100;

b = 200;

}

friend int compute(sample e1);

};

int compute(sample e1)

{

return int(e1.a + e1.b) - 5;

}

int main()

{

sample e;

e.test();

cout << compute(e);

return 0;

}

A.100

B.200

C.300

D.295

#include <iostream>

using namespace std;

class base

{

int val1, val2;

public:

int get(){

val1 = 100;

val2 = 300;}

friend float mean(base ob);

};

float mean(base ob)

{ return float(ob.val1 + ob.val2) / 2; }

int main()

{base obj;

obj.get();

cout << mean(obj);

return 0;

}

A.200

B.150

C.100

D.300

To which does the function pointer point to?

A.Variable

B.Constants

C.Function

D.absolute variables

What we will not do with function pointers?

A.allocation of memory

B.de-allocation of memory

C.both a &b

D.None

#include <iostream>

using namespace std;

int add(int first, int second)

{return first + second + 15;}

int operation(int first, int second, int (\*functocall)(int, int))

{return (\*functocall)(first, second); }

int main()

{

int a;

int (\*plus)(int, int) = add;

a = operation(15, 10, plus);

cout << a;

return 0;

}

A.25

B.36

C.40

D.45

#include <iostream>

using namespace std;

void func(int x)

{cout << x ; }

int main()

{void (\*n)(int);

n = &func;

(\*n)( 2 );

n( 2 );

return 0;

}

A.2

B.21

C.22

D.20

#include <iostream>

using namespace std;

int n(char, int);

int (\*p) (char, int) = n;

int main()

{ (\*p)('d', 9);

p(10, 9);

return 0;

}

int n(char c, int i)

{cout << c << i;

return 0;

}

A.d99

B. d9d9

C.d9

D.Compile time error

#include <iostream>

using namespace std;

int func (int a, int b)

{cout << a;

cout << b;

return 0;

}

int main(void)

{

int(\*ptr)(char, int);

ptr = func;

func(2, 3);

ptr(2, 3);

return 0;

}

A.2323

B.232

C.23

D.Compile time error

What are the mandatory part to present in function pointers?

A&

B.return values

C.Data types

D.None

What is meaning of following declaration?

int(\*ptr[5])();

A.ptr is pointer to function.

B.ptr is array of pointer to function.

C.ptr is pointer to such function which return type is array.

D.ptr is pointer to array of function.

What is size of generic pointer in c?

A.0

B.1

C.2

D.Null

Void pointer can point to which type of objects?

A.Int

B.Float

C.Double

D.All

What does the following statement mean?

int (\*fp)(char\*)

A.pointer to a pointer

B.pointer to an array of chars

C.pointer to function taking a char\* argument and returns an int

D.function taking a char\* argument and returning a pointer to int

#include <iostream>

using namespace std;

int main()

{int a[2][4] = {3, 6, 9, 12, 15, 18, 21, 24};

cout << \*(a[1] + 2) << \*(\*(a + 1) + 2) << 2[1[a]];

return 0;

}

A.15 18 21

B.21 21 21

C.24 24 24

D.Compile time error

#include <iostream>

using namespace std;

int main()

{ int i;

char \*arr[] = {"C", "C++", "Java", "VBA"};

char \*(\*ptr)[4] = &arr;

cout << ++(\*ptr)[2];

return 0;

}

A.ava

B.java

C.c++

D.Compile time error

#include <iostream>

using namespace std;

int main()

{int arr[] = {4, 5, 6, 7};

int \*p = (arr + 1);

cout << \*p;

return 0;

}

A.4

B.5

C.6

D.7

#include <iostream>

using namespace std;

int main()

{

int arr[] = {4, 5, 6, 7};

int \*p = (arr + 1);

cout << arr;

return 0;

}

A.4

B.5

C.Address of arr

D.7

#include <iostream>

using namespace std;

int main ()

{int numbers[5];

int \* p;

p = numbers; \*p = 10;

p++; \*p = 20;

p = &numbers[2]; \*p = 30;

p = numbers + 3; \*p = 40;

p = numbers; \*(p + 4) = 50;

for (int n = 0; n < 5; n++)

cout << numbers[n] << ",";

return 0;

}

A.10,20,30,40,50,

B.1020304050

C.Compile time error

D.Runtime error

#include <iostream>

using namespace std;

int main()

{

int arr[] = {4, 5, 6, 7};

int \*p = (arr + 1);

cout << \*arr + 9;

return 0;

}

A.12

B.5

C.13

D.Error

A void pointer cannot point to which of these?

A.methods in c++

B.class member in c++

C.all of the mentioned

D.None

#include <iostream>

using namespace std;

int func(void \*Ptr);

int main()

{char \*Str = "abcdefghij";

func(Str);

return 0;

}

int func(void \*Ptr)

{cout << Ptr;

return 0;}

A.abcdefghij

B.address of string “abcdefghij”

C.Compile time

D.Run time error

#include <iostream>

using namespace std;

int main()

{int \*p;

void \*vp;

if (vp == p);

cout << "equal";

return 0;

}

A.Equal

B.No output

C.Compile time error

D.Run time error

#include <iostream>

using namespace std;

int main()

{int n = 5;

void \*p = &n;

int \*pi = static\_cast<int\*>(p);

cout << \*pi << endl;

return 0;

}

A.5

B.6

C.Compile time error

D.Run time error

#include <iostream>

using namespace std;

int main()

{int a = 5, c;

void \*p = &a;

double b = 3.14;

p = &b;

c = a + b;

cout << c << '\n' << p;

return 0;

}

A.8, memory address

B.8.14

C.memory address

D.None

What we can’t do on a void pointer?

A.pointer arithemetic

B.pointer functions

C.Both

D.None

Which value we cannot assign to reference?

A.Integer

B.Floating

C.Unsigned

D.Null

#include <iostream>

using namespace std;

int main()

{int a = 9;

int & aref = a;

a++;

cout << "The value of a is " << aref;

return 0;

}

A.9

B.10

C.11

D.Error

#include <iostream>

using namespace std;

void print (char \* a)

{

cout << a << endl;

}

int main ()

{const char \* a = "Hello world";

print(const\_cast<char \*> (a) );

return 0;

}

A.Hello world

B.Hello

C.World

D.Compile time error

Identify the correct sentence regarding inequality between reference and pointer.

A.we can not create the array of reference.

B.we can create the Array of reference.

C.we can use reference to reference.

D.None

Which is used to tell the computer that where a pointer is pointing to?

A.Dereference

B.Reference

C.heap operations

D.None

#include <iostream>

using namespace std;

int main()

{

int x;

int \*p;

x = 5;

p = &x;

cout << \*p;

return 0;

}

A5

B.10

C.Memory address

D.None

#include <iostream>

using namespace std;

int main()

{

int x = 9;

int\* p = &x;

cout << sizeof(p);

return 0;

}

A.4

B.2

C.Depends on compiler

D.None

#include <iostream>

using namespace std;

int main()

{

double arr[] = {5.0, 6.0, 7.0, 8.0};

double \*p = (arr+2);

cout << \*p << endl;

cout << arr << endl;

cout << \*(arr+3) << endl;

cout << \*(arr) << endl;

cout << \*arr+9 << endl;

return 0;

}

A.7

0xbf99fc98

8

5

14

B.7

8

0xbf99fc98

5

14

C.0xbf99fc98

D.None

What does the dereference operator will return?

A.rvalue equivalent to the value at the pointer address.

B.lvalue equivalent to the value at the pointer address.

C.it will return nothing

D.None

Which operator is used in pointer to member function?

A.\*

B.->\*

C.Both a &b

D.None

#include <iostream>

using namespace std;

class Foo

{public:

Foo(int i = 0){ \_i = i;}

void f()

{cout << "Executed"<<endl;}

private:

int \_i;

};

int main()

{Foo \*p = 0;

p -> f();

}

A.Executed

B.Error

C.Run time error

D.None

Which is the best design choice for using pointer to member function?

A.Interface

B.Class

C.Structure

D.None

Virtual functions allow you to

A.create an array of type pointer-to-base class that can hold pointers to derived classes.

B.create functions that can never be accessed.

C.group objects of different classes so they can all be accessed by the same function code.

D.use the same function call to execute member functions of objects from different classes.

A pointer to a base class can point to objects of a derived class.

A.TRUE

B.FALSE A pure virtual function is a virtual function that

A.causes its class to be abstract.

B.returns nothing.

C.is used in a base class.

D.A and C

An abstract class is useful when

A.no classes should be derived from it.

B.there are multiple paths from one derived class to another.

C.no objects should be instantiated from it.

D.you want to defer the declaration of the class.

A friendfunction can access a class’s private data without being a member of the class.

A.TRUE

B.FALSE

A friend function can be used to

A.mediate arguments between classes.

B.increase the versatility of an overloaded operator.

C.allow access to an unrelated class.

D.B and C

The keyword friend appears in

A.the class allowing access to another class.

B.the private section of a class.

C.the public section of a class.

D.All of the above

A static function

A.should be called when an object is destroyed.

B.is closely connected to an individual object of a class.

C.can be called using the class name and function name.

D.is used when a dummy object must be created.

The user must always define the operation of the copy constructor.

A.TRUE

B.FALSE

The operation of the assignment operator and that of the copy constructor are

A.similar, except that the copy constructor creates a new object.

B.different, except that they both copy member data.

C.different, except that they both create a new object.

D.A and B

A copy constructor could be defined to copy only part of an object’s data.

A.TRUE

B.FALSE

The lifetime of a variable that is

A.local to a member function coincides with the lifetime of the function.

B.global coincides with the lifetime of a class.

C.nonstatic member data of an object coincides with the lifetime of the object.

D.A and C

There is no problem with returning the value of a variable defined as local within a member function so long as it is returned by value.

A.TRUE

B.FALSE

A copy constructor is invoked when

A.a function returns by value.

B.an argument is passed by value.

C.A and B

D.an argument is passed by reference.

What does the thispointer point to?

A.Data member of the class

B.the object of which the function using it is a member

C.Member function

D.Base class

A pointer is

A.the address of a variable.

B.an indication of the variable to be accessed next.

C.a variable for storing addresses.

D.the data type of an address variable.

The expression \*testcan be said to

A.refer to the contents of test.

B.dereference test.

C.refer to the value of the variable pointed to by test.

D.All of the above

A pointer to void can hold pointers to \_\_\_\_\_\_\_\_\_\_

A.int

B.float

C.char

D.Any data type

The type of variable a pointer points to must be part of the pointer’s definition so that

A.Data types don’t get mixed up when arithmetic is performed on them.

B.pointers can be added to one another to access structure members.

C.the compiler can perform arithmetic correctly to access array elements.

D.A and C

The first element in a string is

A.the name of the string.

B.the first character in the string.

C.the length of the string.

D.the name of the array holding the string.

The newoperator

A.returns a pointer to a variable.

B.creates a variable called new.

C.obtains memory for a new variable.

D.A and C

Definition for an array arrof 8 pointers that point to variables of type floatis

A.\*float arr[8]

B.float\* arr[8];

C.float pointer[8]

D.int \*ary[8]

The delete operator returns \_\_\_\_\_\_\_\_\_\_\_\_ to the operating system.

A.Memory that is no longer needed

B.Pointer

C.Object

D.Class In a linked list

A.each link contains a pointer to the next link.

B.each link contains data or a pointer to data.

C.the links are stored in an array.

D.A and B

If you wanted to sort many large objects or structures, it would be most efficient to

A.place them in an array and sort the array.

B.place pointers to them in an array and sort the array.

C.place them in a linked list and sort the linked list.

D.place references to them in an array and sort the array.

The contents of two pointers that point to adjacent variables of type floatdiffer by \_\_\_\_\_

A.1 byte

B.2 bytes

C.3 bytes

D.4 bytes

Which of the following is true about virtual functions in C++.

A.Virtual functions are functions that can be overridden in derived class with the same signature.

B.Virtual functions enable run-time polymorphism in a inheritance hierarchy.

C.If a function is 'virtual'in the base class, the most-derived class's implementation of the function is called according to the actual type of the object referred to, regardless of the declared type of the pointer or reference. In non-virtual functions, the functions are called according to the type of reference or pointer

D.All of the above

Predict the output of following C++ program.

#include<iostream>

using namespace std;

class Base {

public:

Base() { cout<<"Constructor: Base"<<endl; }

virtual ~Base() { cout<<"Destructor : Base"<<endl; }

};

class Derived: public Base {

public:

Derived() { cout<<"Constructor: Derived"<<endl; }

~Derived() { cout<<"Destructor : Derived"<<endl; }

};

int main() {

Base \*Var = new Derived();

delete Var;

return 0;

}

A.Constructor: Base

Constructor: Derived

Destructor : Derived

Destructor : Base

Predict the output of following C++ program. Assume that there is no alignment and a typical implementation of virtual functions is done by the compiler.

#include <iostream>

using namespace std;

class A

{

public:

virtual void fun();

};

class B

{

public:

void fun();

};

int main()

{int a = sizeof(A), b = sizeof(B);

if (a == b) cout <<"a == b";

else if (a >b) cout <<"a >b";

else cout <<"a <b";

return 0;

}

A.a>b

B.a==b

C.a<b

D.Compiler error

Which of the following is FALSE about references in C++

A.A reference must be initialized when declared

B.Once a reference is created, it cannot be later made to reference another object; it cannot be reset

C.References cannot be NULL

D.References cannot refer to constant value

#include <iostream>

using namespace std;

class A

{public:

virtual void fun() { cout <<"A::fun() "; }

};

class B: public A

{

public:

void fun() { cout <<"B::fun() "; }

};

class C: public B

{

public:

void fun() { cout <<"C::fun() "; }

};

iNt main()

{

B \*bp = new C;

bp->fun();

return 0;

}

Which function will be called by statements bp->fun();?

AA::fun()

B.B::fun()

C.C::fun()

D.Compiler error Which of the followings is/are automatically added to every class, if we do not write our own.

A.Copy Constructor

B.Assignment Operator

C.A constructor without any parameter

D.All of the above

What is the output of following program?

#include<iostream>

using namespace std;

class Point {

Point() { cout <<"Constructor called"; }

};

int main()

{Point t1;

return 0;

}

A.Compiler Error

B.Runtime Error

C.Constructor called

D.Segmentation Fault

What will be the output of following program?

#include <iostream>

using namespace std;

class Test

{public:

Test() { cout <<"Hello from Test() "; }

} a;

int main()

{

cout <<"Main Started ";

return 0;

}

AMain Started

B.Main Started Hello from Test()

C.Hello from Test() Main Started

D.Compiler Error: Global objects are not allowed

Which rule will not affect the friend function

A.private &protected members of a class cannot be accessed from outside

B.private &protected member can be accessed anywhere

C.both a &b

D.none of these

what is syntax of friend function?

A.Friend class1 Class2;

B.Friend class;

C.Friend class

D.none of these

what is output of the program?

#include<iostream>

using namespace std;

class Box

{double width;

public:

friend void printWidth(Box box);

void setWidth(double wid);};

void Box::setWidth(double wid)

{width-=wid}

void printWidth(Box box)

{box.width=box.width\*2;

cout<<"Width of box :"<<box.width<<endl}

int main()

{Box box;

box.setWidth(10.0);

printWidth(box);

return 0;}

A.40

B.5

C.10

D.20

pick out the correct statement.

A.A friend function may be member of another class

B.A friend function may not be member of another class

C.A friend function may or may not be member of another class

D.none of these

Where does keyword 'friend' should be placed?

A.Function declaration

B.Function definition

C.Main function

D.none of these

Which of the following is not type of constructor?

A.Copy constructor

B.Friend constructor

C.Default constructor

D.Parameterized constructor

Which of the following statement is correct?

A.Base class pointer cannot point to derived class

B.Derived class pointer cannot point to base class

C.Pointer to derived class cannot be created

D.Pointer to base class cannot be created

Which of the following is not the member of class?

A.Static function

B.Friend function

C.Const function

D.Virtual function

The operator used for dereferencing or indirection is\_\_\_\_\_\_\_\_\_\_\_\_\_\_

A.\*

B.&

C.->

D.->>

Choose the right option

string\* x, y

A.x is pointer to string, y is a string

B.y is pointer to string , x is a string

C.both x &y are pointer to string types

D.none of these

Which one of the following is not a possible state for a pointer?

A.hold the address of specific object

B.point one past the end of an object

C.Zero

D.point to tye

Which of the following is illegal?

A.int \*ip;

B.string s, \*sp=0;

C.int i;double \*dp=&i;

D.int \*pi=0;

what will happen in the code?

int a=100,b=200;

int \*p=&a, \*q=&b;

p=q;

A.b is assigned to a

B.p now points to b

C.a is assigned to b

D.q now points to a

what is output of this program?

#include<iostream>

using namespace std;

int main()

{int a=5, b=10, c=15;

int \*arr[]= {&a, &b, &c};

cout<<arr[1];

return 0;}

A.5

B.10

C.15

D.it will return some random number The correct statement for a function that takes pointer to a float , a pointer to a ponter to a char &return a pointer to a integer is

A.int\*\*fun(float\*\*, char\*\*)

B.int \*fun(float\*, char\*)

C.int \*\*\*fun(float\*, char\*\*)

D.int \*\*\*fun(\*float, \*\*char)

What is size of generic pointer in C++(in 32-bit platform)?

A.2

B.4

C.8

D.0

What is the output of this program?

#include<iostream>

using namespace std;

int main()

{int a[2][4]={3,6,9,12,15,18,21,24};

cout<<\*(a[1] + 2)<<\*(\*(a+1)+2)<<2[1[a]];

return 0;}

A.15 18 21

B.21 21 21

C.24 24 24

D.compile time error

Void pointer can point to which type of objects?

A.Int

B.Float

C.Double

D.all of above

When does the void pointer can be dereferenced?

A.when it doesn't point to any value

B.when it cast to another type of object

C.using delete keyword

D.none of above

The pointer can point to any variable that is not declared with which of these?

A.Const

B.Volatile

C.both a &b

D.Static

A void pointer can not point to which of these?

A.methods in C++

B.class member in c++

C.both a &b

D.none of these

To which does the function pointer point to?

A.Variable

B.Constants

C.Function

D.absolute variables

What we will not do with function pointers?

A.Allocation of memory

B.De-allocation of memory

C.both a &b

D.none of these

Which of the following can be passed in function pointers?

A.Variables

B.data types

C.Functions

D.none of these

Which operators are used in free store?

A.New

B.Delete

C.both a &b

D.none of these

What type of class member is operator new?

A.Static

B.Dynamic

C.Const

D.Smart

linked lists are not suitable to for the implementation of\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

A.insertion sort

B.radix sort

C.polynomial manipulation

D.binary search

Run time polymorphism can be achieved with\_\_\_\_\_\_\_\_\_\_\_\_

A.virtual base class

B.container class

C.virtual function

D.a &c

When a virtual function is redefine by the derived class, it is called\_\_\_\_\_\_

A.Overloading

B.Overriding

C.Rewriting

D.all of the above

An abstract class is useful when

A.no classes should be derived from it.

B.There are multiple paths from one derived class to another.

C.no objects should be instantiated from it.

D.you want to defer the declaration of the class.

Use of virtual functions implies

A.Overloading

B.Overriding

C.Static binding

D.Dynamic binding

Which of the following type casts will convert an Integer variable named amount to a Double type?

A.(double) amount

B.( int to double) amount

C. int to double(amount)

D.int (amount) to double

Pure virtual functions

A.Have to be redefined in the inherited class

B.Cannot have public access specification

C.Are mandatory for a virtual class

D.None of the above

A friend function to a class, C cannot access

A.Private data members and member functions

B.Public data members and member functions

C.Protected data members and member functions

D.The data members of the derived class of C

The function whose prototype is void getData(Item \*thing); receives

A.a pointer to a structure

B.a reference to a structure

C.a copy of a structure

D.None

The keyword friend does not appear in

A.The class allowing access to another class

B.The class desiring access to another class

C.The private section of a class

D.The public section of a class

What is the output of the following code

char symbol[3]={‘a’,‘b’,‘c’};

for (int index=0; index<3; index++)

cout <<symbol [index];

A.a b c

B.“abc”

C.abc

D.‘abc’

Predict output of the following program

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() { cout<<" In Base \n"; }

};

class Derived: public Base

{public:

void show() { cout<<"In Derived \n"; }

};

int main(void)

{Base \*bp = new Derived;

bp->show();

Base &br = \*bp;

br.show();

return 0;

}

A.In Base

In Base

B.In Base

In Derived

C.In Derived

In Derived

D.In Derived

In Base

Output of following program

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() { cout<<" In Base \n"; }

};

class Derived: public Base

{public:

void show() { cout<<"In Derived \n"; }

};

int main(void)

{Base \*bp, b;

Derived d;

bp = &d;

bp->show();

bp = &b;

bp->show();

return 0;

}

A.In Base

In Base

B.In Base

In Derived

C.In Derived

In Derived

D.In Derived

In Base

Which of the following is true about pure virtual functions?

1) Their implementation is not known in a class where they are declared.

2) If a class has a pure virtual function, then the class becomes abstract class and an instance of this class cannot be created.

A.Only 1

B.Only 2

C.Both

D.None

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() = 0;

};

int main(void)

{Base b;

Base \*bp;

return 0;}

A.There are compiler errors in lines "Base b;" and "Base bp;"

B.There is compiler error in line "Base b;"

C.There is compiler error in line "Base bp;"

D.No compilation error

Predict the output of following program.

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() = 0;

};

class Derived : public Base { };

int main(void)

{Derived q;

return 0;

}

A.Compiler Error: there cannot be an empty derived class

B.Compiler Error: Derived is abstract

C.No compiler Error

D.None

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() = 0;

};

class Derived: public Base

{public:

void show() { cout<<"In Derived \n"; }

};

int main(void)

{

Derived d;

Base &br = d;

br.show();

return 0;

}

A.Compiler Error in line "Base &br = d;"

B.Empty output

C.In derived

D.None

Can a constructor be virtual? Will the following program compile?

#include <iostream>

using namespace std;

class Base {

public:

virtual Base() {}

};

int main() {

return 0;

}

AYes

BNo

Can a destructor be virtual? Will the following program compile?

#include <iostream>

using namespace std;

class Base {

public:

virtual ~Base() {}

};

int main() {

return 0;

}

A.Yes

B.No

Predict the output

#include<iostream>

using namespace std;

class Base {

public:

Base() { cout<<"Constructor: Base"<<endl; }

virtual ~Base() { cout<<"Destructor : Base"<<endl; }

};

class Derived: public Base {

public:

Derived() { cout<<"Constructor: Derived"<<endl; }

~Derived() { cout<<"Destructor : Derived"<<endl; }

};

int main() {

Base \*Var = new Derived();

delete Var;

return 0;

}

A.Constructor: Base

Constructor: Derived

Destructor : Derived

Destructor : Base

Can static functions be virtual? Will the following program compile?

#include<iostream>

using namespace std;

class Test

{public:

virtual static void fun() { }

};

AYes

B.No

Predict the output of following C++ program. Assume that there is no alignment and a typical implementation of virtual functions is done by the compiler.

#include <iostream>

using namespace std;

class A

{public:

virtual void fun();

};

class B

{public:

void fun();

};

int main()

{int a = sizeof(A), b = sizeof(B);

if (a == b) cout <<"a == b";

else if (a >b) cout <<"a >b";

else cout <<"a <b";

return 0;

}

A.a>b

B.a==b

C.a<b

D.Compile time error

#include <iostream>

using namespace std;

class A

{public:

virtual void fun() { cout <<"A::fun() "; }

};

class B: public A

{public:

void fun() { cout <<"B::fun() "; }

};

class C: public B

{public:

void fun() { cout <<"C::fun() "; }

};

int main()

{ B \*bp = new C;

bp->fun();

return 0;

}

A.a::fun()

B.b::fun()

C.c::fun()

D.None

Predict the output of following C++ program

#include<iostream>

using namespace std;

class Base

{public:

virtual void show() { cout<<" In Base \n"; }

};

class Derived: public Base

{public:

void show() { cout<<"In Derived \n"; }

};

int main(void)

{ Base \*bp = new Derived;

bp->Base::show(); // Note the use of scope resolution here

return 0;

}

A.In Base

B.In derived

C.Compile time error

D.Runtime error

Which of the following is true about this pointer?

A.It is passed as a hidden argument to all function calls

B.It is passed as a hidden argument to all non-static function calls

C.It is passed as a hidden argument to all static functions

D.None

What is the use of this pointer?

A.When local variable’s name is same as member’s name, we can access member using this pointer.

B.To return reference to the calling object

C.Can be used for chained function calls on an object

D.All

Predict the output of following C++ program.

#include<iostream>

using namespace std;

class Test

{private:

int x;

public:

Test(int x = 0) { this->x = x; }

void change(Test \*t) { this = t; }

void print() { cout <<"x = " <<x <<endl; }

};

int main()

{

Test obj(5);

Test \*ptr = new Test (10);

obj.change(ptr);

obj.print();

return 0;

}

A.X=5

B.X=10

C.Compile time error

D.Run time error

A static data member is given a value

A.Within the class definition

B.Outside the class definition

C.When the program is exeuted

D.Never

A function call mechanism that passes arguments to a function by passing a copy of the values of the arguments is \_\_\_\_\_\_\_\_\_\_

A.Call by name

B.Call by value

C.Call by reference

D.Call by value result

A ……………. takes a reference to an object of the same class as itself as an argument.

A.Reference constructor

B.Copy Constructor

C.Self Constructor

D.None of the above

Automatic initialization of object is carried out using a special member function called

A.Friend

B.Casting

C.Reference Parameter

D.Constructor

Which of the following condition is true for an object used as a function argument?

i) A copy of the entire objects is passed to the function.

ii) Only the address of the object is transferred to the function.

A.Only i

B.Only ii

C.Both I &ii

D.None

Which of the following parameter passing mechanism is/are supported by C++ not C

A.Pass by value

B.Pass by reference

C.Pass by value result

D.All of above

Every class has at least one constructor function, even when none is declared.

A.TRUE

B.FALSE

Can constructors be overloaded?

A.TRUE

B.FALSE

What is the difference between struct and class in terms of Access Modifier?

A.By default all the struct members are private while by default class members are public.

B.By default all the struct members are protected while by default class members are private.

C.By default all the struct members are public while by default class members are private.

D.By default all the struct members are public while by default class members are protected.

An abstract class can be instantiated.

A.TRUE

B.FALSE

The default access level assigned to members of a class is \_\_\_\_\_\_

A.Private

B.Public

C.Protected

D.Needs to be assigned

There is nothing like a virtual constructor of a class.

A.TRUE

B.FALSE

Which of the following operators allow defining the member functions of a class outside the class?

A.::

B.?

C.:?

D.%

Which type of class has only one unique value for all the objects of that same class?

A.This

B.Friend

C.Static

D.Both a and b

Which one of the following is not a fundamental data type in C++?

A.Float

B.string

C.Int

D.Char

What is a constructor?

A.A class automatically called whenever a new object of this class is created.

B.A class automatically called whenever a new object of this class is destroyed.

C.A function automatically called whenever a new object of this class is created.

D.A function automatically called whenever a new object of this class is destroyed.

Under what conditions a destructor destroys an object?

A.Scope of existence has finished

B.Object dynamically assigned and it is released using the operator delete.

C.Program terminated.

D.Both a and b.

If a member needs to have unique value for all the objects of that same class, declare the member as

A.Global variable outside class

B.Local variable inside constructor

C.Static variable inside class

D.Dynamic variable inside class

If a member needs to have unique value for all the objects of that same class, declare the member as

A.Global variable outside class

B.Local variable inside constructor

C.Static variable inside class

D.Dynamic variable inside class

When class B is inherited from class A, what is the order in which the constructers of those classes are called

A.Class A first Class B next

B.Class B first Class A next

C.Class B's only as it is the child class

D.Class A's only as it is the parent class

Which one of the following is not a valid reserved keyword in C++?

A.Explicit

B.Public

C.Implicit

D.Private

Variables declared in the body of a particular member function are known as data members and can be used in all member functions of the class.

A.TRUE

B.FALSE

In a class definition, data or functions designated private are accessible

A.to any function in the program.

B.only if you know the password.

C.to member functions of that class.

D.only to public members of the class.

A member function can always access the data

A.in the object of which it is a member.

B.in the class of which it is a member.

C.in any object of the class of which it is a member.

D.in the public part of its class.

Classes are useful because they

A.can closely model objects in the real world.

B.permit data to be hidden from other classes.

C.bring together all aspects of an entity in one place.

D.Options A, B and C

For the object for which it was called, a const member function

A.can modify both const and non-const member data.

B.can modify only const member data.

C.can modify only non-const member data.

D.can modify neither const nor non-const member data.

Dividing a program into functions

A.is the key to object-oriented programming.

B.makes the program easier to conceptualize.

C.may reduce the size of the program.

D.Option B and C

An expression

A.usually evaluates to a numerical value.

B.may be part of a statement.

C.always occurs outside a function.

D.Option A and B

A variable of type char can hold the value 301.

A.TRUE

B.FALSE

In an assignment statement, the value on the left of the equal sign is always equal to the value on the right.

A.TRUE

B.FALSE

It’s perfectly all right to use variables of different data types in the same arithmetic expression.

ATRUE

BFALSE

A function’s single most important role is to

Agive a name to a block of code.

Breduce program size.

Caccept arguments and provide a return value.

Dhelp organize a program into conceptual units.

A function argument is

A.a variable in the function that receives a value from the calling program.

B.a way that functions resist accepting the calling program’s values.

C.a value sent to the function by the calling program.

D.a value returned by the function to the calling program.

When arguments are passed by value, the function works with the original arguments in the calling program.

A.TRUE

B.FALSE

Which of the following can legitimately be passed to a function?

A.A constant

B.A variable

C.A structure

D.All of the above

How many values can be returned from a function?

A.0

B.1

When a function returns a value, the entire function call can appear on the right side of the equal sign and be assigned to another variable.

A.TRUE

B.FALSE

When an argument is passed by reference

A.a variable is created in the function to hold the argument’s value.

B.the function cannot access the argument’s value.

C.a temporary variable is created in the calling program to hold the argument’s value.

D.the function accesses the argument’s original value in the calling program.

Overloaded functions

A.are a group of functions with the same name.

B.all have the same number and types of arguments.

C.make life simpler for programmers.

D.A and C

A default argument has a value that

A.may be supplied by the calling program.

B.may be supplied by the function.

C.must have a constant value.

D.A and B

A static local variable is used to

A.make a variable visible to several functions.

B.make a variable visible to only one function.

C.retain a value when a function is not executing.

D.B and C

In C++ there can be an array of four dimensions.

A.TRUE

B.FALSE

When an array name is passed to a function, the function

A.accesses exactly the same array as the calling program.

B.refers to the array using a different name than that used by the calling program.

C.refers to the array using the same name as that used by the calling program.

D.A and B

The compiler will complain if you try to access array element 14 in a 10-element array.

A.TRUE

B.FALSE

The extraction operator (>>) stops reading a string when it encounters a space.

A.TRUE

B.FALSE

You can read input that consists of multiple lines of text using

A.the normal cout <<combination.

B.the cin.get() function with one argument.

C.the cin.get() function with two arguments.

D.the cin.get() function with three arguments.

You should prefer C-strings to the Standard C++ string class in new programs.

A.TRUE

B.FALSE

Objects of the string class

A.are zero-terminated.

B.can be copied with the assignment operator.

C.do not require memory management.

D.Both B and C

Can destuctors be private in C++?

A.Yes

B.No

What is value of size?

![](data:image/png;base64,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)

A.28
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D.24

what value will be printed for data.?
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D.6

What is the compilation error for this program?
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A.Each undeclared identifier is reported only once

B.cout and cin not declared in scope

C.invalid conversion from int to float

D.All of the above
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A.45

B.55

C.Array Sum: 45

D.Will not compile
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D.Unpredictable value
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A.only 2

B.only 1

C.both 1 &2

D.None of the above
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A.call-2

B.call-1

C.call-3

D.call-1, call-2
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What will be the output of the program?

A.1

B.Default value

C.Will not compile

D.None of the above
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What is the output of the program?

A 0 0

B x = 0 y = 0

C 0

D Compilation error
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Which function will change the state of the object?

A Only set()

B Only display()

C display() and set() both

D None of the above

What will be the output of the following program?
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A Compilation Error: display() cannot be accessed in application

B Compilation Error:Test class object cannot be accessed in function Demo

C Compilation Error: Variable x is private in Test

D Both A and B

The only that can be assigned directly to a pointer is \_\_\_\_\_\_\_\_\_

A.0

B.-1

C.999

D.-999

Which of the following feature is not supported by C++?

A.Exception Handling

B.Reflection

C.Operator Overloading

D.Namespace

Suppose aand bare integer variables and we form the sum a + b. Now suppose cand

dare floating-point variables and we form the sum c + d.The two +operators here are

clearly being used for different purposes. This is an example of \_\_\_\_\_\_\_\_\_\_\_\_

A.Operator Overloading

B.Inheritance

C.Function Overloading

D.Constructor

The operators that cannot be overloaded is

A.\*

B.-

C.::

D.()

Empty parentheses following a function name in a function prototype indicate that the function does not require any parameters to perform its task.

A.TRUE

B.FALSE

C++ programmers concentrate on creating , which contain data members and the member functions that manipulate those data members and provide services to clients.

A.Structures

B.Classes

C.Objects

D.Function

Which of the following is FALSE about references in C++

A.A reference must be initialized when declared

B.Once a reference is created, it cannot be later made to reference another object; it cannot be reset

C.References cannot be NULL

D.References cannot refer to constant value

What will be the output of following program?

#include <iostream>

using namespace std;

class Test

{public:

Test() { cout <<"Hello from Test() "; }

} a;

int main()

{cout <<"Main Started ";

return 0;

}

A.Main Started

B.Main Started Hello from Test()

C.Hello from Test() Main Started

D.Compiler Error: Global objects are not allowed

Which of the following is true about constructors.

•They cannot be virtual.

•They cannot be private.

•They are automatically called by new operator

A.All 1, 2, and 3

B.Only 1 and 3

C.Only 1 and 2

D.Only 2 and 3

Which of the following operators are overloaded by default by the compiler?

1) Comparison Operator ( == )

2) Assignment Operator ( = )

A.Both 1 and 2

BOnly 1

C.Only 2

D.None of the two

Which of the following is true about inline functions and macros.

A.Inline functions do type checking forparameters, macros don't

B.Macros cannot have return statement, inline functions can

C.Macros are processed by pre-processor and inline functions are processed in later stages of compilation.

D.All of the above

In C++, const qualifier can be applied to

•Member functions of a class

•Function arguments

•To a class data member which is declared as static

•Reference variables

A.Only 1, 2 and 3

B.Only 1, 2 and 4

CAll

DOnly 1, 3 and 4

In C++ ..................... operator is used for Dynamic memory allocation.

A.Scope resolution

B.Conditional

C.New

D.Membership access

What is the output of the program

#include<iostream.h>

void main()

{

int n=1;

cout<<endl<<"The numbers are;"<<endl;

do

{cout <<n<<"\t";

n++;

} while (n<=100);

cout <<endl;

}

APrint natural numbers 0 to 99

B Print natural numbers 1 to 99

C Print natural numbers 0 to 100

D Print natural numbers 1 to 100

Answer D

Marks 2 M

Unit I

Id 71

Question Because the lifetime of a local variable is limited and determined automatically, these variables are also called

A Automator

B Automatic

C Dynamic

D Static

Answer B

Marks 1 M

Unit I

Id 72

Question Which of the following header file includes definition of cin and cout?

A istream.h

B ostream.h

C iomanip.h

D iostream.h

Answer D

Marks 1

Unit I

Id 73

Question Which of the following statements regarding inline functions is correct?

A It speeds up execution

B It slows down execution

C It increases the code size

D Both A and C.

Answer D

Marks 1

Unit I

Id 74

Question Which of the following access specifier is used as a default in a class definition?

A Public

B Private

C Protected

D Friend

Answer B

Marks 1

Unit I

Id 75

Question Which of the following statements is correct in C++?

A Classes cannot have data as protected members.

B Structures can have functions as members.

C Class members are public by default.

D Structure members are private by default.

Answer B

Marks 1

Unit I

Id 76

Question cout is a/an \_\_\_\_\_\_\_\_\_\_

A operator

B Function

C object

D Macro

Answer C

Marks 1

Unit I

Id 77

Question Which of the following concepts of OOPS means exposing only necessary information to client?

A Encapsulation

B Abstraction

C Data hiding

D Data binding

Answer C

Marks 1

Unit 1

Id 78

Question Which of the following keywords is used to control access to a class member?

A Default

B Break

C Protected

D Asm

Answer C

Marks 1

Unit 1

Id 79

Question Utility functions are also called as .......

A Virtual function

B Friend function

C Helper function

D None of above

Answer C

Marks 1

Unit 1

Id 80

Question ......... is a member function with the same name as the class.

A Friend function

B Constructor

C Destructor

D None of above

Answer B

Marks 1

Unit 1

Id 81

Question Which is not the feature of constructor?

A It cannot be inherited.

B It should be declared in Private.

C It do not have return type

D All of above

Answer B

Marks 1

Unit 1

Id 82

Question Which is not type of constructor?

A Default

B Copy

C Parameterized

D None of above

Answer D

Marks 1

Unit 1

Id 83

Question Objects are destroyed in the reverse order of its creation.

A True

B False

C -

D -

Answer A

Marks 1

Unit 1

Id 84

Question .... constructor is used for copying the object of same class type.

A Copy

B Default

C Parameterized

D None of above

Answer A

Marks 1

Unit 1

Id 85

Question The function inside a class is called as .......

A Class Function

B Member Function

C Method

D All of above

Answer B

Marks 1

Unit 1

Id 86

Question Which operator is used to define member function of a class outside the class?

A !

B :

C ::

D .

Answer C

Marks 1

Unit 1

Id 87

Question How many objects can be created by a class?

A 1

B 2

C 3

D As Many as required

Answer D

Marks 1

Unit 1

Id 88

Question Default return type of C++ main( ) is .....

A float

B void

C Int

D Pointer

Answer C

Marks 1

Unit 1

Id 89

Question Enumerated data type is ........

A User-defined data type

B In-built data type

C Derived data type

D None of above

Answer A

Marks 1

Unit 1

Id 90

Question Attributes of a class are called as ........

A Member functions

B Data members

C Objects

D All of above

Answer B

Marks 1

Unit 1

Id 91

Question Class acquire space in memory.

A True

B False

C -

D -

Answer B

Marks 1

Unit 1

Id 92

Question In object-oriented programming ........ is more important.

A Function

B Procedure

C Data

D All of above

Answer C

Marks 1

Unit 1

Id 93

Question Object-oriented programming follows Top-down approach.

A True

B False

C -

D -

Answer B

Marks 1

Unit 1

Id 94

Question The following operators can not be overloaded

A Unary operator

B Binary operator

C Ternary operator

D None of the above

Answer C

Marks 1

Unit 1

Id 95

Question C++ does not supports the following

A Multilevel inheritance

B Hierarchical inheritance

C Hybrid inheritance

D None of the above

Answer D

Marks 1

Unit 1

Id 96

Question Which of the following is not the keyword in C++?

A Volatile

B Friend

C Extends

D This

Answer C

Marks 1

Unit 1

Id 97

Question Which data type can be used to hold a wide character in C++?

A unsigned char;

B Int

C wchar\_t

D None of the above

Answer C

Marks 1

Unit 1

Id 98

Question Which type is best suited to represent the logical values?

A integer

B boolean

C character

D all of the mentioned

Answer B

Marks 1

Unit 1

Id 99

Question The following is the C++ style comment

A //

B /\*..\*/

C –

D None of above

Answer A

Marks 1

Unit 1

Id 100

Question Which of the following statements is false?

A Every C++ program must have a main().

B In C++, white spaces and carriage returns are ignored by the compiler.

C C++ statements terminate with semicolon.

D Main() terminates with semicolon.

Answer D

Marks 1

Unit 1

Id 101

Question Which of the following statements regarding comments is false?

A /\*..\*/

B Comment beginning with // extends to the end of the line

C Comments may be nested

D Comments are used to describe a program

Answer C

Marks 1

Unit 1

Id 102

Question The result of the following statement is

int y = 7;

int ans = ++y;

cout<<”ans=”<<ans;

cout<<”y”<<y;

A ans=7, y=7

B ans=8,y=7

C ans=8,y=8;

D None

Answer C

Marks 1

Unit 1

Id 103

Question Inline functions are

A Declared in the class defined outside the class

B Defined outside the class using keyword inline

C Defined inside the class using keyword inline

D None of the above

Answer B

Marks 1

Unit 1

Id 104

Question Functions can returns

A Arrays

B References

C Objects

D All of above

Answer D

Marks 1

Unit 1

Id 105

Question Which of the following control expressions are valid for an if statement?

A an integer expression

B a Boolean expression

C either A or B

D Neither A nor B

Answer C

Marks 1

Unit 1

Id 106

Question State true of false.

i) We cannot make the function inline by defining a function outside the class.

ii) A member function can be called by using its name inside another member function of the same class, this is known as nesting of member function.

A True, True

B True, False

C False, True

D False, False

Answer C

Marks 1

Unit 1

Id 107

Question What will be the values of x, m and n after execution of the following statements?

Int x, m, n;

m=10;

n=15;

x= ++m + n++;

A x=25, m=10, n=15

B x=27, m=10, n=15

C x=26, m=11, n=16

D x=27, m=11, n=16

Answer C

Marks 2

Unit 1

Id 108

Question How many types of polymorphisms are supported by C++?

A 1

B 2

C 3

D 4

Answer B

Marks 1

Unit 1

Id 109

Question Which of the following approach is adapted by C++?

A Top-down

B Bottom-up

C Right-left

D Left-right

Answer B

Marks 1

Unit 1

Id 110

Question Which of the following is the correct class of the object cout?

A Iostream

B istream

C Ostream

D Ifstream

Answer C

Marks 1

Unit 1

Id 111

Question Which of the following functions are performed by a constructor?

A Construct a new class

B Construct a new object

C Construct a new function

D Initialize objects

Answer D

Marks 1

Unit 1

Id 112

Question Which of the following ways are legal to access a class data member using this pointer?

A this->x

B this.x

C \*this.x

D \*this-x

Answer A

Marks 1

Unit 1

Id 113

Question Which operator is having right to left associativity in the following?

A Array subscripting

B Function call

C Addition and subtraction

D Type cast

Answer D

Marks 1

Unit 1

Id 114

Question Which operator is having the highest precedence?

A Postfix

B Unary

C Shift

D Equality

Answer A

Marks 1

Unit 1

Id 115

Question #include <iostream>

using namespace std;

int main()

{

int a;

a = 5 + 3 \* 5;

cout <<a;

return 0;

}

A 35

B 20

C 25

D 30

Answer B

Marks 2

Unit 1

Id 116

Question #include <iostream>

using namespace std;

main()

{

double a = 21.09399;

float b = 10.20;

int c ,d;

c = (int) a;

d = (int) b;

cout <<c <<' '<<d;

return 0;

}

A 20 10

B 10 21

C 21 10

D None

Answer A

Marks 2

Unit 1

Id 117

Question #include <iostream>

using namespace std;

int main()

{

int num1 = 10;

float num2 = 20;

cout <<sizeof(num1 + num2);

return 0;

}

A 2

B 4

C 8

D Garbage

Answer B

Marks 2

Unit 1

Id 118

Question #include <stdio.h>

using namespace std;

int array1[] = {1200, 200, 2300, 1230, 1543};

int array2[] = {12, 14, 16, 18, 20};

int temp, result = 0;

int main()

{

for (temp = 0; temp <5; temp++) {

result += array1[temp];

}

for (temp = 0; temp <4; temp++) {

result += array2[temp];

}

cout <<result;

return 0;

}

A 6553

B 6533

C 6522

D 12200

Answer B

Marks 2

Unit 1

Id 119

Question In procedural programming the focus in on …...........

A data

B structure

C function

D pointers

Answer C

Marks 1

Unit 1

Id 120

Question In object oriented programming the focus is on ….......

A data

B structure

C function

D pointers

Answer A

Marks 1

Unit 1

Id 121

Question Which of the following feature of procedure oriented program is false?

A Makes use of bottom up approach

B Functions share global data

C The most fundamental unit of program is function

D All of these

Answer A

Marks 1

Unit 1

Id 122

Question Which of the following feature of object oriented program is false?

A Data and Functions can be added easily

B Data can be hidden from outside world

C Object can communicate with each other

D The focus is on procedures

Answer D

Marks 1

Unit 1

Id 123

Question C++ was originally developed by ….......

A Donald Knuth

B Bjarne Sroustrups

C Dennis Ritchie

D None of these

Answer B

Marks 1

Unit 1

Id 124

Question Which of the following approach is adopted in C++?

A Top down

B Bottom up

C Horizontal

D Vertical

Answer B

Marks 1

Unit 1

Id 125

Question Which feature of C++ contain the concept of super class and subclass?

A Class and object

B Encapsulation

C Abstraction

D Inheritance

Answer D

Marks 1

Unit 1

Id 126

Question The main intention of using inheritance is ….........

A to help in converting one data type to other

B to hide the details of base class

C to extend the capabilities of base class

D to help in modular programming

Answer C

Marks 1

Unit 1

Id 127

Question If particular software can be used in some other application than the one

for which it is created then it reveals ….........

A data binding

B data reusability

C data encapsulation

D none of these

Answer B

Marks 1

Unit 1

Id 128

Question Which of the following data type does not return anything?

A Int

B short

C long

D void

Answer D

Marks 1

Unit 1

Id 129

Question How many objects can be created from an abstract class?

A Zero

B One

C Two

D As many as we want

Answer A

Marks 1

Unit 1

Id 130

Question Which of the following statements is correct for a static member function?

1. It can access only other static members of its class.

• It can be called using the class name, instead of objects

A Only 1 is correct

B Only 2 is correct

C Both 1 and 2 are correct

D Both 1 and 2 are incorrect

Answer C

Marks 1

Unit 1

Id 131

Question Select the correct statement

I. In procedural programming oriented language all the function calls are

resolved at compile time.

II. In object oriented programming language all function calls are

resolved at compile time.

A Only I

B Only II

C Both I and II

D Neither I nor II

Answer A

Marks 1

Unit 1

Id 132

Question What happens when a class with parameterized constructors and having no default constructor is used in a program and we create an object that needs a zero-argument constructor?

A Compile-time error

B Preprocessing error

C Runtime error

D Runtime exception

Answer A

Marks 1

Unit 1

Id 133

Question Which of the following interface determines how your program will be used by other program?

A Public

B Private

C Protected

D None of these

Answer A

Marks 1

Unit I

Id 134

Question What is the difference between struct and class in C++?

A All members of a structure are public and structures don't have constructors and destructors

B Members of a class are private by default and members of struct are public by default. When deriving a struct from a class/struct, default access-specifier for a base class/struct is public and when deriving a class, default access specifier is private.

C All members of a structure are public and structures don't have virtual functions

D All above

Answer B

Marks 1

Unit I

Id 135

Question Predict the output of following C++ program

#include<iostream>

using namespace std;

class Empty {};

int main()

{

cout <<sizeof(Empty);

return 0;

}

A A non zero value

B 0

C Compile time error

D Runtime error

Answer A

Marks 1

Unit I

Id 136

Question class Test {

int x;

};

int main()

{

Test t;

cout <<t.x;

return 0;

}

A 0

B Garbage value

C Compile time error

D

Answer C

Marks 1

Unit I

Id 137

Question Which of the following is true?

A All objects of a class share all data members of class

B Objects of a class do not share non-static members. Every object has its own copy

C Objects of a class do not share codes of non-static methods, they have their own copy

D None

Answer B

Marks 1

Unit I

Id 138

Question Assume that an integer and a pointer each takes 4 bytes. Also, assume that there is no alignment in objects. Predict the output following program.

#include<iostream>

using namespace std;

class Test

{

static int x;

int \*ptr;

int y;

};

int main()

{

Test t;

cout <<sizeof(t) <<" ";

cout <<sizeof(Test \*);

}

A 12 4

B 12 12

C 8 4

D 8 8

Answer

Marks 2

Unit I

Id 139

Question Which of the following is true about the following program

#include <iostream>

class Test

{

public:

int i;

void get();

};

void Test::get()

{

std::cout <<"Enter the value of i: ";

std::cin >>i;

}

Test t; // Global object

int main()

{

Test t; // local object

t.get();

std::cout <<"value of i in local t: "<<t.i<<'\n';

::t.get();

std::cout <<"value of i in global t: "<<::t.i<<'\n';

return 0;

}

A Compiler Error: Cannot have two objects with same class name

B Compiler Error in Line "::t.get();"

C Compiles and runs fine

D

Answer C

Marks 2

Unit I

Id 140

Question How to create a dynamic array of pointers (to integers) of size 10 using new in C++? Hint: We can create a non-dynamic array using int \*arr[10]

A int \*arr = new int \*[10];

B int \*\*arr = new int \*[10];

C int \*arr = new int [10];

D Not possible

Answer 1

Marks 1

Unit I

Id 141

Question Which of the following is true about new when compared with malloc. 1) new is an operator, malloc is a function 2) new calls constructor, malloc doesn't 3) new returns appropriate pointer, malloc returns void \* and pointer needs to typecast to appropriate type.

A 1 and 3

B 2 and 3

C 1 and 2

D All 1,2,3

Answer C

Marks 1

Unit I

Id 142

Question Predict the output?

#include <iostream>

using namespace std;

class Test

{

int x;

Test() { x = 5;}

};

int main()

{

Test \*t = new Test;

cout <<t->x;

}

A Compile time error

B Garbage

C 0

D 5

Answer A

Marks 2

Unit I

Id 143

Question What happens when delete is used for a NULL pointer?

int \*ptr = NULL;

delete ptr;

A Compile time error

B Run time error

C No effect

D

Answer C

Marks 1

Unit I

Id 144

Question Is it fine to call delete twice for a pointer?

#include<iostream>

using namespace std;

int main()

{

int \*ptr = new int;

delete ptr;

delete ptr;

return 0;

}

A Yes

B No

C

D

Answer B

Marks 1

Unit I

Id 145

Question Which of the followings is/are automatically added to every class, if we do not write our own.

A Copy constructor

B Assignment operator

C A constructor without any parameter

D All

Answer D

Marks 1

Unit I

Id 146

Question When a copy constructor may be called?

A When an object of the class is returned by value

B When an object of the class is passed (to a function) by value as an argument

C When an object is constructed based on another object of the same class

D All

Answer D

Marks 1

Unit I

Id 147

Question Output of following program?

#include<iostream>

using namespace std;

class Point {

Point() { cout <<"Constructor called"; }

};

int main()

{

Point t1;

return 0;

}

A Compile time error

B Run time error

C Constructor called

D

Answer A

Marks 1

Unit I

Id 148

Question Which of the following interface determines how your program will be used by other program?

A Public

B Private

C Protected

D None of these

Answer A

Marks 1

Unit I

Id 149

Question #include<iostream>

using namespace std;

class Point {

public:

Point() { cout <<"Constructor called"; }

};

int main()

{

Point t1, \*t2;

return 0;

}

A Compiler Error

B Constructor called

Constructor called

C Constructor called

D

Answer C

Marks 1

Unit I

Question #include<iostream>

using namespace std;

class X

{

public:

int x;

};

int main()

{

X a = {10};

X b = a;

cout <<a.x <<" " <<b.x;

return 0;

}

A Compiler Error

B 10 followed by Garbage Value

C 10 10

D 10 0

Answer D

Marks

Question

POLYMORPHISM Polymorphism is supported by the c++ by using following ways

Afunction overloading

Boperator overloading

Cvirtual functions

Dall of the above

Compile time polymorphism is supported by

Afunction overloading

Bvirtual function

Coperator overloading

Dboth a&c

Question Run time polymorphism is supported by

A.function overloading

B.operator overloading

C.virtual function

D.both a and b

Selecting the appropriate overloaded function by the compiler is known as

A.late binding

B.early binding

C.both a and b

D.none of the above

object to function binding is done at compile time then is it known as

Aearly binding

Bcompile time binding

Cnone of the above

Dboth a and b

Question Operator overloading is ---.

Arun time polymorphism

Bcompile time polymorphism

Cnone of the above

Dboth a and b

Which of the following operator cannot be overloaded

A.scope resolution operator(::)

B.Size of operator (sizeof[])

C.Conditional operator(?:)

D.All of the above

While performing operator overloading which function/keyword we have to use

A.Function

B.Operator

C.Op

D.none of the above

Which of the statement is not true about operator overloading

Awe can overload only existing operator

Bbasic meaning cannot be changed

Cbinary operator should have return type

DAll of the above

Pick up the correct statement related with operator overloading

Awe can overload a class access operator

Bwe can change the meaning of basic operator

Cbinary operator should have a return type

Dboth a and b

We are overloading a unary operator without friend function how many argument we have to pass

A.1

B.2

C.0

D.none of the above

Suppose we are overloading a binary operator with friend function, how many parameter of argument we have to pass

A.1

B.2

C.3

D.none of ths above

we are overloading a binary operator without friend function how many argument we have to pass

A.1

B.2

C.0

D.none of the abve

What is polymorphism

A.it is ability to take many forms

B.it is instance of class

C.one class acquire the properties of another class

D.All of the above

What is true about the operator overloading

A.with friend function we need to pass two arguments for binary operator

B.with friend function we need to pass one arguments for unary operator

C.both a and b

D.none of the above

\_\_\_\_\_\_allows you to give special meaning to some operator when there are operands associated with it.

A.function overloading

B.virtual function

C.operator overloading

D.none of the above

Converting from small to larger data type is known as \_\_\_\_.

A.promotion

B.operator

C.polymorphism

D.none of the above

what are the types of type conversion

A.implicit

B.explicit

C.both a and b

D.none of the above

Reusability is supported by following feature

A.polymorphisms

B.message passing

C.inheritance

D.operator overloading

Deriving a new class from a base class is known as \_\_.

A.polymorphisms

B.inheritance

C.message passing

D.operator overloading

Base class is also known as\_\_\_.

A.super class

B.parent class

C.both a and b

D.none of the above

Child class is also known as

A.sub class

B.derived class

C.both a and b

D.known class

Derived class\_\_\_ cannot access from base class

A.constructor

B.destructors

C.copy constructor

D.all of the above we can derive a new class from a derived class

A.true

B.fals

How many parameter does a conversion operator take?

A.0

B.2

C.3

D.as many as possible

\_\_is used to define pure virtual function?

A.&

B.=0

C.@

D.\*

Which is also known as abstract class?

A.virtual function

B.pure virtual function

C.derived class function

D.base class function pick the correct option

A.We can make the instance of the abstract class

B.We can not make the instance of the abstract class

C.both a and b

D.none of the above

How many access specifiers are there in c++?

A.2

B.3

C.5

D.4 Where we have to use an abstract class?

A.in base class only

B.in derived class only

C.both and b

D.None of the above

For what we can apply access

A.function

B.data member

C.none of the above specifier

D.both a and c

What is default access specifier for class?

A.public

B.protected

C.private

D.none of the above

We have to define a constructor for the derived class must be required\_\_\_\_.

A.if base class constructor does not require arguments

B.if base/parent class constructor required arguments

C.no need

D.always

Use of the friend function is\_\_\_.

A.the class allowing access to another class

B.the private section of a class

C.the public section of the class

D.all of the above

If an attribute is private define then which method can have access to it

A.only static function

B.only functions of that class

C.only method in that package

D.none of the above What is syntax of deriving a new class from base class is\_\_\_.

A.class name, new class name

B.new class name, base class name

C.class name: access specifier class name

D.none of the above Which constructor will initialize the base class data member

A.base class

B.derived class

C.derived derived class

D.none of these

Inheritance can be done using :: symbol

A.True

B.False

When we derived a new class using more than one class then type of inheritance is known as\_\_\_\_.

A.multiple inheritance

B.single inheritance

C.hybrid inheritance

D.multilevel inheritance

When class B is derive from A , and class C is derived from B, this kind of inheritance is known as \_\_\_\_\_\_.

A.multiple inheritance

B.single inheritance

C.hybrid inheritance

D.multilevel inheritance

The base class will provide you\_\_\_\_\_\_\_\_\_\_.

A.specific objects than the derived class

B.more generalized version of derived class

C.empty template of base class

D.all of the above Pick up the correct statement form following

i)we have to use abstract keyword to define the abstract class

ii)inheritance allows multilevel class hierarchies more than two levels also

iii)reusability is supported by derivation

iv) we can change the meaning of operator during operator overloading

A.i only

B.ii only

C.i and ii only

D.ii and iii only

What does derived class does not inherit from the base class

i)constructor

ii)destructor

iii)operator=()

iv)friends

A.i and ii

B.ii and iii

C.only i, iii and iv

D.all of the above

Choose the correct the statement from following

i)inheritance supported in terms of single, multiple , multilevel ,hybrid inheritance

ii) polymorphisms is supported by function overloading , operator overloading and virtual function

iii) abstraction is not supported by c++

A.i is correct

B.only ii is correct

C.i and ii is correct

D.none of the above

\_\_\_\_\_types of classes in c++.

A.1

B.2

C.3

D.4

:\_\_\_\_\_\_\_is used to define a pure virtual function.

A.$

B.^

C.=0

D.#

Pick up the correct statement

A.a base class may have more than one class

B.derived class can be derived from more than one class

C.both a and b

D.none of the above

class A: public B, public C is a type of inheritance

A.Single

B.Multiple

C.Multilevel

D.Hybrid

When we have to use the mutable keyword

A.data member to change within a const member function

B.not allow the data member to change within a const member function

C.it will copy the values of the variable

D.none of the above mentioned

choose the correct statement

A.destructor cannot be inherited

B.private member not inherited to derived class

C.constructor cannot inherited

D.a and c

Use of function or operator to act different ways on different data type is called as

A.derivation

B.inheritance

C.polymorphisms

D.none of the above

Choose the correct statement

A.Constructor has a return type

B.constructor always define in public scope

C.constructor has same name that of class name

D.b and c

overloading of a prefix increment operator by means of a member function takes\_\_\_\_\_\_\_\_\_.

A.one argument

B.two argument

C.no argument

D.none of the above

Pick up the correct statement

i)abstract type of class should contain at least one virtual function

ii)we can create an object of abstract class

iii)abstract class is used to provide an interface to subclasses

iv)abstract class can also have normal function

A.i and ii only

B.i , ii, and iii only

C.i ,iii and iv

D.all of the above

What is function overloading

A.we have to use same function name but different parameter

B.different function name but same parameter

C.both a and b

D.none of the above

Virtual base class is used to \_\_\_\_.

A.to perform operator overloading

B.to perform function overloading

C.to remove ambiguity in multiple inheritance

D.all of the above

Pick up the correct statement

A.protected member from base class can be accessed by own class and its all subclasses

B.protected member are not inherited by any other class

C.Protected member are combination of public and private access member

D.all of the above

pick up the correct statement

A.base class and derived class can have their own constructor

B.base class and derived class can have their own destructor

C.neither a or neither b

D.both a and b

Make a correct sequence of a statement

i)destructor of derived class is called

ii)destructor of base class is called

iii)constructor of derived class is called

iv)constructor of base class is called

A.i,ii,iv,iii

B.iv,iii,ii,i

C.iv,iii,i,ii

D.i,ii,iii,iv

Operator overloading is

A.making C++ operators work with objects.

B.giving C++ operators more than they can handle.

C.giving new meanings to existing C++ operators.

D.Both A and C Assume a class C with objects obj1, obj2, and obj3. For the statement obj3 = obj1 - obj2 to work correctly, the overloaded - operator must

A.take two arguments.

B.return a value.

C.use the object of which it is a member as an operand.

D.Both B and C

When you overload an arithmetic assignment operator, the result

A.goes in the object to the right of the operator.

B.goes in the object to the left of the operator.

C.goes in the object of which the operator is a member.

D.Both B and C

To convert from a user-defined class to a basic type, you would most likely use

A.a built-in conversion operator.

B.a one-argument constructor.

C.an overloaded = operator.

D.a conversion operator that’s a member of the class.

An overloaded operator always requires one less argument than its number

of operands.

A.TRUE

B.FALSE

The compiler won’t object if you overload the \* operator to perform division.

A.TRUE

B.FALSE

Inheritance is a way to

A.make general classes into more specific classes.

B.pass arguments to objects of classes.

C.add features to existing classes without rewriting them.

D.A and C

Advantages of inheritance include

A.providing a useful conceptual framework.

B.facilitating class libraries.

C.avoiding the rewriting of code.

D.All of the above

Adding a derived class to a base class requires fundamental changes to the base class.

A.TRUE

B.FALSE

Id 71

Question To be accessed from a member function of the derived class, data or functions in the base class must be

A.public

B.private

C.protected

D.static

If a base class contains a member function basefunc(), and a derived class does not contain a function with this name, can an object of the derived class access basefunc()?

A.YES

B.NO

If no constructors are specified for a derived class, objects of the derived class will use the constructors in the base class.

A.TRUE

B.FALSE

The scope-resolution operator usually

A.specifies a particular class.

B.tells what base class a class is derived from.

C.resolves ambiguities.

D.A and C

Assume a class Derv that is privately derived from class Base. An object of class Derv located in main() can access

A.public members of Derv.

B.protected members of Derv.

C.private members of Derv.

D.public members of Base.

True or False: A class Dcan be derived from a class C, which is derived from a class B, which is derived from a class A.

A.TRUE

B.FALSE

It is illegal to make objects of one class members of another class.

A.TRUE

B.FALSE

A class hierarchy

A.shows the same relationships as an organization chart.

B.describes “has a” relationships.

C.describes “is a kind of” relationships.

D.shows the same relationships as a family tree.

What is the output of the program?

#include <iostream>

#include <string>

using namespace std;

class Department {

public:

string dept;

Department(string d):dept(d) { }

void getDeptName() { cout <<dept; }

};

class Student : private Department {

public:

string name;

Student(string n = "Not entered", string d = "ATDC") :

name(n), Department(d) { }

using Department::getDeptName;

};

int main() {

Student s("CSE");

s.getDeptName();

return 0;

}

A.CSE

B.ATDC

C.Not entered

D.Compilation Error

Identify the lines on which the compiler will report an error.

#include <iostream>// ---1

using namespace std; // ---2

class Base { // ---3

int var\_; // ---4

public: // ---5

Base():var\_(0){} // ---6

}; // ---7

class Derived: public Base { public: // ---8

int varD\_; // ---9

void print () { cout <<var\_; } // ---10

}; // ---11

int main() { // ---12

Derived d; // ---13

d.var\_ = 1; // ---14

d.varD\_ = 1; // ---15

cout <<d.var\_ <<""<<d.varD\_; // ---16

return 0; // ---17

} // ---18

A.6, 10, 14, 15

B.6, 15

C.6, 14, 16

D.10, 14, 16

#include <iostream>

using namespace std;

class Base { public:

int var\_;

void func(int){}

};

class Derived: public Base { public:

int varD\_;

void func(int){}

};

int main() {

Derived d;

d.func(1);

return 0;

}

Which of the following function will be invoked by d.func(1)?

A.Base::func(int)

B.Derived::func(int)

C.Compilation Error

D.None of the above

What is the output of the following program?

#include<iostream>

#include<string>

using namespace std;

class Base {

public:

void func\_f1(int i) { cout <<"In base func\_f1 "; }

void func\_f2(int i) { cout <<"In base func\_f2 "; }

};

class Derived: public Base {

public:

void func\_f1(int i ) { cout <<"In derived func\_f1 "; }

void func\_f1(string s) { cout <<"func\_f1 string "; }

void func\_f3(int i) { cout <<"In derived func\_f3 "; }

};

int main() {

Base b;

Derived d;

d.func\_f1(3);

d.func\_f1("Blue");

d.func\_f3(3);

d.func\_f2(3);

return 0;

}

A.Compilation Error: Cannot add new parameters to func\_f1

B.In derived func\_f1 func\_f1 string In derived func\_f3 In base func\_f2

C.In base func\_f2 func\_f1 string In derived func\_f3 In derived func\_f1

D.Compilation Error: Cannot define func\_f3 containing same parameter type as func\_f1

What is the output of the following program? {Assume size of int as 4}

#include<iostream>

using namespace std;

class base {

int data;

};

class derived1: public base { };

class derived2: public derived1 { };

int main() {

cout <<sizeof(derived2);

return 0;

}

A.4

B.8

C.12

D.16

What will be the output of the following program?

#include <iostream>

using namespace std;

class B{ public: int base;

B() {}

~B() {}

};

class D: public B { public: int derived;

D() {}

~D() {}

};

int main() {

D d1;

B b1;

cout <<&b1.base <<"";

cout <<&d1.base;

return 0;

}

A.0x28fef8 0x28fef8

B.0x28fef8 0x28fefc

C.Compilation Error

D.None of the above

What will be the output of the following program?

#include<iostream>

using namespace std;

class Base { public:

Base() { cout <<"Base Ctor"<<endl; }

~Base() { cout <<"Base Dtor"<<endl; }

};

class Derived: public Base { public:

Derived() { cout <<"Derived Ctor"<<endl; }

~Derived() { cout <<"Derived Dtor"<<endl; }

};

int main() {

Derived d1;

{

Base b1;

}

return 0;

}

D.Base Ctor

Derived Ctor

Base Ctor

Base Dtor

Derived Dtor

Base Dtor

What will be the output of the program?

#include <iostream>

using namespace std;

class F1 {

public:

F1() { cout <<"F1 ctor "; }

~F1() { cout <<"F1 dtor "; }

};

class F2 : public F1 {

public:

F2() { cout <<"F2 ctor "; }

~F2() { cout <<"F2 dtor "; }

};

class F3 : public F1 {

const F2 &f2;

public:

F3() : f2(\*new F2) { cout <<"F3 ctor "; }

~F3() { cout <<"F3 dtor "; }

};

int main() {

F3 f3;

return 0;

}

A.F1 ctor F2 ctor F3 ctor F3 dtor F2 dtor F1 dtor

B.F1 ctor F1 ctor F2 ctor F3 ctor F3 dtor F1 dtor

C.F1 ctor F3 ctor F3 dtor F1 dtor

D.F1 ctor F1 ctor F2 ctor F3 ctor F3 dtor F2 dtor F1 dtor F1 dtor

What will be the output of the program?

#include <iostream>

using namespace std;

class Room {

int number;

public:

Room(int num = 0): number(num) { }

void dimension() { cout <<number <<"Rooms "; }

};

class Building {

public:

Building() : ro(100) { }

void Build() { ro.dimension(); }

private:

Room ro;

};

int main() {

Building B;

B.Build();

return 0;

}

A.0 Rooms

B.100 Rooms

C.Compilation Error: ro is private

D.None of the above

What will be the output of the program?

#include<iostream>

using namespace std;

class Shape {

public:

int x, y;

Shape(int a = 0, int b = 0): x(a), y(b) {}

void draw()

{ cout <<x <<""<<y <<""; }

};

class Rectangle : public Shape {

public:

int w, h;

Rectangle(int a = 5, int b = 6): w(a), h(b), Shape(7, 8) {}

void draw()

{ Shape::draw(); cout <<w <<""<<h ; }

};

int main() {

Rectangle \*r = new Rectangle(1,2);

r->draw();

return 0;

}

A.0 0 1 2

B.7 8 1 2

C.7 8 5 6

D.0 0 5 6

You cannot change the precedence and associativity of an operator by overloading.

A.TRUE

B.FALSE

When deriving a class from with protected inheritance, public members of the base class become\_\_\_\_\_\_\_\_\_\_\_ members of the derived class, and protected members of the

base class become \_\_\_\_\_\_\_\_\_\_\_\_\_ members of the derived class.

A.protected, protected.

B.public, private

C.private, private

D.Private, protected

Id 91

Question When deriving a class with public inheritance, public members of the base class become \_\_\_\_\_\_\_\_\_\_ members of the derived class, and protected members of the base class become \_\_\_\_\_\_\_\_\_\_\_members of the derived class.

A private, private

B public, protected.

C protected, protected.

D private, protected

Answer B

Marks 2

Unit II

Id 92

Question C++ provides for \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_, which allows a derived class to inherit from many base classes, even if the base classes are unrelated.

A Multilevel inheritance

B Single level inheritance

C multiple inheritance

D Hierarchical inheritance

Answer C

Marks 1

Unit II

Id 93

Question \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_is a form of software reuse in which new classes absorb the data and behaviors of existing classes and embellish these classes with new capabilities.

A Data hiding

B Inheritance

C Abstraction

D encapsulation

Answer B

Marks 1

Unit II

Id 94

Question We can create the object of abstract class

A True

B False

C

D

Answer B

Marks 1

Unit II

Id 95

Question All virtual functions in an abstract base class must be declared as pure virtual functions.

A TRUE

B FALSE

C

D

Answer B

Marks 1

Unit II

Id 96

Question A class is made abstract by declaring that class virtual.

A TRUE

B FALSE

C

D

Answer B

Marks 1

Unit II

Id 97

Question Polymorphic programming can eliminate the need for switch logic.

A TRUE

B FALSE

C

D

Answer A

Marks 1

Unit II

Id 98

Question Suppose a and b are integer variables and we form the sum a + b. Now suppose c and

D are floating-point variables and we form the sum c + d. The two +operators here are

clearly being used for different purposes. This is an example of \_\_\_\_\_\_\_\_\_\_\_\_

A Operator Overloading

B Inheritance

C Function Overloading

D Constructor

Answer A

Marks 1

Unit II

Id 99

Question The operators that cannot be overloaded is

A \*

B -

C ::

D ()

Answer C

Marks 1

Unit II

Id 100

Question The operators that cannot be overloaded is

A \*

B ?:

C >>

D <<

Answer B

Marks 1

Unit II

Id 101

Question Which of the following operator(s) can not be overloaded

A .\*

B ::

C ?:

D All of the above

Answer D

Marks 1

Unit II

Id 102

Question Which of the following is true about this pointer?

A It is passed as a hidden argument to all function calls

B It is passed as a hidden argument to all non-static function calls

C It is passed as a hidden argument to all static functions

D None of the above

Answer B

Marks 1

Unit II

Id 103

Question Predict the output of following C++ program.

#include<iostream>

using namespace std;

class Test

{

private:

int x;

public:

Test(int x = 0) { this->x = x; }

void change(Test \*t) { this = t; }

void print() { cout <<"x = "<<x <<endl; }

};

int main()

{

Test obj(5);

Test \*ptr = new Test (10);

obj.change(ptr);

obj.print();

return 0;

}

A x = 5

B x = 10

C Compiler Error

D Runtime Error

Answer C

Marks 2

Unit II

Id 104

Question Which of the followings is/are automatically added to every class, if we do not write our own.

A Copy Constructor

B Assignment Operator

C A constructor without any parameter

D All of the above

Answer D

Marks 2

Unit II

Id 105

Question What is the output of following program?

#include<iostream>

using namespace std;

class Point {

Point() { cout <<"Constructor called"; }

};

int main()

{

Point t1;

return 0;

}

A Compiler Error

B Runtime Error

C Constructor called

D Segmentation Fault

Answer A

Marks 1

Unit II

Id 106

Question What will be the output of following program?

#include <iostream>

using namespace std;

class Test

{

public:

Test() { cout <<"Hello from Test() "; }

} a;

int main()

{

cout <<"Main Started ";

return 0;

}

A Main Started

B Main Started Hello from Test()

C Hello from Test() Main Started

D Compiler Error: Global objects are not allowed

Answer C

Marks 2

Unit II

Id 107

Question Which of the following operators are overloaded by default by the compiler?

1) Comparison Operator ( == )

2) Assignment Operator ( = )

A Both 1 and 2

B Only 1

C Only 2

D None of the two

Answer C

Marks 1

Unit II

Id 108

Question A normal C++ operator that acts in a special way on newly defined data types is called \_\_\_\_\_\_\_

A Encapsulated

B Overloaded

C Classified

D Inherited

Answer B

Marks 1

Unit II

Id 109

Question The correct function name for overloading the addition + operator is \_\_

A Operator \_+

B Operator :+

C Operator (+)

D Operator +

Answer D

Marks 1

Unit II

Id 110

Question Which of the following operators cannot be overloaded?

A → operator

B . operator

C [ ] operator

D &operator

Answer B

Marks 1

Unit II

Id 111

Question Which of the following operators cannot be overloaded?

A +

B -

C [ ]

D ::

Answer D

Marks 1

Unit II

Id 112

Question Pick the incorrect statement from the following

A The overloaded operators follow the syntax rules of original operator.

B Only existing operators can be overloaded

C Overloaded operator must have at least one operand of its class type

D Overloaded operators can change the meaning of the original operator

Answer D

Marks 1

Unit II

Id 113

Question For operators to be overloaded as non static member functions:

A Both binary and unary operators take one argument.

B Binary operators can have one argument and unary operators can not have any

C Neither binary nor unary operators can have arguments

D Binary operators can have two arguments and unary operators can have one

Answer B

Marks 1

Unit II

Id 114

Question Which of the following is an operator function?

A Member overloading

B Function overloading

C Operator overloading

D None of these

Answer C

Marks 1

Unit II

Id 115

Question Operator overloading means \_\_\_\_\_\_\_

A Giving new meaning to existing operator without changing its original

Meaning

B Making C++ operators to work with objects

C Making new types of operator

D Both a and b

Answer D

Marks 1

Unit II
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Question For overloading =+ implicitly \_\_\_\_\_\_\_

A + and = operators need to be overloaded implicitly

B Only + operator need to be overloaded implicitly

C Only = operator need to be overloaded implicitly

D The += operator cannot be overloaded implicitly

Answer D

Marks 1

Unit II
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Question Overloading a postfix increment operator by means of a member function takes-------

A No argument

B One argument

C Two arguments

D Three Arguments

Answer A

Marks 1

Unit II
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Question If you overload only prefix operator ++ then the postfix ++ operator is \_\_\_\_\_\_

A Does not work

B Works arbitrarily

C Works naturally

D Works as if prefix ++ operator

Answer D

Marks 1

Unit II

Id 119

Question When compiler decides binding of an overloaded member then it is called\_\_\_\_\_\_\_\_

A Static binding

B Dynamic binding

C Local binding

D None of these

Answer A

Marks 1

Unit II
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Question One can redefine the working of \_\_\_\_\_\_\_ to work with objects.

A Preprocessor directives

B White space characters

C Standard operators

D None of these

Answer C

Marks 1

Unit II
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Question Choose the correct option:

I. When you overload <<operator the >>operator automatically gets

overloaded

II. You can overload unary operator to work with binary operator

A Only I is true

B Only II is true

C Both I and II are true

D Neither I nor II are true

Answer D

Marks 1

Unit II
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Question Choose the correct option

I.If you do not want to make use of operator overloading, you can achieve that effect using user defined function

II. The sizeof operator can be overloaded

A Only I is true

B Only II is true

C Both I and II are true

D Neither I nor II are true

Answer A

Marks 1

Unit II
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Question The array subscript operator [] when overloaded cannot \_\_\_\_\_\_

A Take user defined objects are operands

B Take float as an operand

C Take multiple values inside (for example: [5,7] )

D None of these

Answer C

Marks 1

Unit II
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Question The prototype of overloaded cast operator functions do not \_\_\_\_\_\_\_

A specify the type they convert to

B specify the return type

C need to be defined inside the class whose objects are being converted

D none of these

Answer B

Marks 1

Unit II
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Question Which of the following operators cannot be overloaded ?

A +=

B <<

C ?:

D FUNCTION CALL()

Answer C

Marks 1

Unit II
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Question Which of the following operators cannot be overloaded ?

A ::

B Sizeof

C Conditional operator ?:

D All of these

Answer D

Marks 1

Unit II
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Question The overloading the function operator\_\_\_\_\_\_\_\_.

A requires class with overloaded operators

B makes use of parameterized constructor

C allows to create objects that are syntactically like functions

D none of these

Answer A

Marks 1

Unit II
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Question Choose the incorrect statement from the following.

A Constructors can be overloaded.

B Only existing operators must be overloaded

C the overloaded operators must follow the syntax rules of the original operator

D The overloaded operators must have atleast one operand of its class type

Answer B

Marks 1

Unit II

Id 129

Question Overloading without explicit arguments to an operator function is called\_\_\_\_\_\_.

A unary operator

B binary operator

C nested class

D none of these

Answer A

Marks 1

Unit II
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Question In binary overloaded function which are overloaded through friend function take\_\_\_\_\_\_\_

A three explicit arguments

B two explicit arguments

C one explicit argument

D no argument

Answer B

Marks 1

Unit II
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Question In binary overloaded function which are overloaded through member function take\_\_\_\_\_\_\_\_\_\_

A three explicit arguments

B two explicit arguments

C one explicit argument

D no argument

Answer C

Marks 1

Unit II
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Question The unary operators are overloaded by member function then it takes \_\_\_\_\_\_

A three explicit arguments

B two explicit arguments

C one explicit argument

D no argument

Answer D

Marks 1

Unit II
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Question Choose the correct choice.

I. All the operators in C++ can be overloaded.

II. We can change the basic meaning of operator while overloading it.

A Only I is true

B Only II is true

C Both I and II are true

D Neither I nor II are true

Answer D

Marks 1

Unit 2
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Question Which of the following operator can be overloaded through friend function ?

A ::

B +

C =

D ->

Answer B

Marks 1

Unit II
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Question The name of the operator function that overloads the / symbol is\_\_\_\_\_\_\_\_.

A operator /()

B /op()

C / operator()

D op/()

Answer A

Marks 1

Unit II
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Question In binary operator overloaded operator function the second operand should be\_\_\_\_\_\_.

A passed by value

B Implicit

C passed by reference

D none of these

Answer C

Marks 1

Unit II
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Question Function overloading is run time polymorphisms

A True

B False

C

D

Answer B

Marks 1

Unit II
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Question Following overloaded operator cannot be inherited by derived class\_\_\_\_\_\_\_.

A >

B =

C \*

D /

Answer B

Marks 1

Unit II
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Question Choose the correct choice.

A The conditional operator can be overloaded

B While overloading using the friend function the binary operator requires one argument

C Operator precedence cannot be changed

D None of these

Answer C

Marks 1

Unit II
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Question Which of the following operator can be overloaded through friend function ?

A ()

B []

C ->

D \*

Answer D

Marks 1

Unit II
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Question When we overload we want to\_\_\_\_\_\_.

A compare and copy object

B assign one object to another

C compare two objects

D test for equality

Answer B

Marks 1

Unit II
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Question Operator overloading is also called one form of polymorphism because\_\_\_\_\_\_\_.

A the overloaded operators have many forms

B the overloaded operators can be declared virtual

C the overloaded function can perform various tasks depending upon the type of object

D None of these

Answer C

Marks 1

Unit II

Id 143

Question Overloading means

A two or more methods in the same class that have same name

B calling the method which has actual parameters

C two or more methods having same name but present in different class

D none of these

Answer C

Marks 1

Unit II
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Question The inheritance mechanism provides meaning of deriving\_\_\_\_\_\_

A new operator from exciting one

B new function from exciting one

C new class from exciting one

D all of these

Answer C

Marks 1

Unit II
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Question A class derived from the exciting class is known as\_\_\_\_\_\_

A new class

B Inheritee

C derived class

D none of these

Answer C

Marks 1

Unit II
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Question The derived class is derived from\_\_\_\_\_\_\_\_\_\_

A derived class

B base class

C both a&b

D none of these

Answer B

Marks 1

Unit 2
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Question Which of the following can be derived from base class in inheritace ?

A data members

B member function

C both a&b

D none of these

Answer C

Marks 1

Unit II
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Question The inheritance is described as a \_\_\_\_\_ relationship

A has a

B is a

C association

D none of these

Answer B

Marks 1

Unit II

Id 149

Question Which of the following allows you to create derived class that inherits properties from more than one base class ?

A multilevel inheritance

B multiple inheritance

C single inheritance

D Hybrid inheritance

Answer B

Marks 1

Unit II
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Question The principle by which the knowledge of general category can be applied to more specific objects is called \_\_\_\_\_

A polymorphism

B overriding

C inheritance

D none of these

Answer A

Marks 1

Unit II
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Question Parent:child is\_\_\_\_\_\_\_\_

A base:derived

B derived:driven

C child:super

D subclass:superclass

Answer A

Marks 1

Unit II

Id 152

Question What is the syntax of inheritance of a class ?

A Class class \_name

B Class name:access specifier

C Class name:access specifier class name

D none of these

Answer C

Marks 1

Unit II
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Question If an attribute is private then which methods have access to it?

A Only static methods in the same class

B Only the methods defined in that class

C Only the methods of the same package

D none of these

Answer B

Marks 1

Unit II
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Question Which of the following advantage cannot be achieved by using multiple inheritance?

A polymorphism

B dynamic binding

C both a&b

D none of these

Answer C

Marks 1

Unit II
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Question Which of the symbol used to create multiple inheritance ?

A Dot

B Comma

C Hash #

D Dollar

Answer B

Marks 1

Unit II
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Question Using multiple inheritance

A there can be virtual class

B it can not be include virtual class

C the base classes must have only default constructor

D none of these

Answer A

Marks 1

Unit II
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Question The\_\_\_\_\_\_member function is declared in base class but redefined in derived class

A class

B overloaded

C operator

D virtual

Answer D

Marks 1

Unit II
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Question In public inheritance \_\_\_\_\_\_

A All the members of base class are inherited and are made public

B Members of base class that are not private are inherited and retain their access type

C All the members of base class are inherited and retain their access type

D Only public members of base class are inherited and they remain public

Answer C

Marks 1

Unit II
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Question If class C is derived class of class B and class B is a derived class of A. If we instantiate class B object then the first constructor called belongs to class

A A

B B

C can be A or B

D one cannot achieve such inheritance

Answer A

Marks 1

Unit II
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Question When the object of derived class expire, first the \_\_\_\_\_\_\_ is invoked followed by the \_\_\_\_\_\_\_\_.

A derived class constructor, base class destructor

B derived class destructor , base class destructor

C base class destructor , derived class destructor

D none of these

Answer B

Marks 1

Unit II
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Question If class A inherits from class B then B is called \_\_\_\_\_\_\_\_ ans A is called \_\_\_\_\_\_\_\_ of B.

A superclass and subclass

B subclass and superclass

C subclass and child class

D superclass and parent class

Answer A

Marks 1

Unit II
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Question What does derived class does not inherit from the base class \_\_\_\_\_\_\_.

A constructor and destructor

B operator=() members

C friends

D all of these

Answer D

Marks 1

Unit II
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Question Which constructor will initialise the base class data member ?

A Base class

B Derived class

C Derived derived class

D None of these

Answer A

Marks 1

Unit II

Id 164

Question If class A is a friend class of class B, if class B is friend class of class C then\_\_\_\_\_\_\_

A class C is friend class of

B class A is friend class of

C class A and class C do not have any friendship relation.

D none of these

Answer C

Marks 1

Unit II
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Question \_\_\_\_\_\_\_\_\_ class is tightly coupled with other class.

A friend

B virtual

C abstract

D none of these

Answer A

Marks 1

Unit II
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Question The keyword friend is used in \_\_\_\_\_\_\_\_\_\_\_.

A the class allowing access to another class

B the private section of a class

C the public section of a class

D all of these

Answer D

Marks 1

Unit II
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Question Class Test:public A, public B is an example of multiple inheritance.

A False

B True

C

D

Answer B

Marks 1

Unit II
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Question Which of the following interface determines how your program will be used by other program?

A Public

B Private

C Protected

D None of these

Answer A

Marks 1

Unit II
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Question When base class pointer points to derived class object\_\_\_\_\_\_\_\_\_\_\_

A it can access only base class members

B it can access only derived class members

C both base class &derived class members

D None of these

Answer A

Marks 1

Unit II
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Question The base class will offer\_\_\_\_\_

A more specific object than the derived class

B more generalized version of its derived class

C empty templates of its derived class

D none of these

Answer B

Marks 1

Unit II
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Question In my program I have overloaded TEST::operator+ and TEST::operator= What is the effect on TEST::operator+= ?

A The TEST::operator+= will be automatically overloaded .first TEST::operator+ will get overloaded and then TEST::operator=

B The TEST::operator+= will be automatically overloaded .first TEST::operator= will get overloaded and then TEST::operator+

C TEST::operator+= will made invalid

D There will be no effect because all three are independent

Answer D

Marks 1

Unit II
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Question What will happen on execution of the following code ?

Class base

{

};class derived: protected base

{

};

A It will not compile as the class body of the base class is not defined

B It will not compile as the class body of the derived class is not defined

C It will compile successfully

D The compilation of above code is dependent upon the type of data provided to it

Answer C

Marks 1

Unit II
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Question The base class will offer\_\_\_\_\_

A more specific object than the derived class

B more generalized version of its derived class

C empty templates of its derived class

D none of these

Answer B

Marks 1

Unit II
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Question The hybrid inheritance is \_\_\_\_\_

A multiple inheritance

B multilevel inheritance

C multipath inheritance

D both a &c

Answer D

Marks 1

Unit II
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Question Ho

w many types of inheritance are there

A 1

B 2

C 4

D 5

Answer D

Marks 1

Unit II
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Question Choose the correct option

A a) a constructor can not be called explicitly

B b) a destructor is not inherited

C c) constructor can not be inherited

D d) All of these

Answer D

Marks 1

Unit II
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Question Suppose class derived is derived from a class Base. Both the classes contain the

Function name display() that take no argument. What will be the statement in the class derived which will called the display function of base class

A Display()

B Base:display()

C Base ::display()

D Can make such a cell

Answer C

Marks 1

Unit II
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Question Suppose class derived is derived from a class Base privately. The object of class Derived is located in main() can access\_\_\_\_\_\_\_.

A public members of base

B private member of base

C protected members of base

D public members of derived

Answer D

Marks 1

Unit II

Id 179

Question Multiple inheritance causes for a derived class to have \_\_\_members.

A ambiguous

B public

C private

D protected

Answer A

Marks 1

Unit II
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Question What will be the first line of specifier for the class tier, wheel &rubber. Make use of public rubber

A Class Tier:public wheel, public rubber

B Class wheel:public tier, public rubber

C Class rubber:public tier, public wheel

D none of these

Answer A

Marks 1

Unit II
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Question Which is the correct class defination for class C ,Which inherits from A &B classes

A Class C:A,B

B Class C::A,B

C Class C:public A,public B

D Class C:: public A,Public B

Answer C

Marks 1

Unit II
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Question The ability of function or operator to act in different ways on different data type is called\_\_\_\_\_\_\_\_\_\_\_

A inheritance

B polymorphism

C encapsulation

D none of these

Answer B

Marks 1

Unit II
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Question \_\_\_\_\_class that declares or inherits a virtual function.

A Encapsulation data

B Inherited class

C Polymorphic class

D none of these

Answer C

Marks 1

Unit II
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Question Choose the correct option.

A A base class may have more then one derived class

B Derived class may have more than one derived class

C Both a &b

D Neither a nor b

Answer C

Marks 1

Unit II
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Question reusability is provided by which feature of c++

A polymorphisms

B abstraction

C derivation

D none of the above

Answer C

Marks 1

Unit II
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Question What types of derivations are supported by c++?

A single

B multiple

C multilevel

D all of the above

Answer D

Marks 1

Unit II